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**Лабораторная работа № 1. Разработка транслитератора**

**Текст задания:**

1. Спроектировать и отладить экранную форму для ввода исходных данных, вывода сообщений программы и управления программой.
2. Разработать и отладить транслитератор **void GetSymbol()**, пример имеется в модуле **uLexicalAnalizer** из папки «Программы».
3. Для отладки транслитератора временно включить в обработчик нажатия кнопки цикл чтения с помощью функции **GetSymbol()** символов исходного текста и вывода результатов анализа в поле диагностических сообщений.

**Краткое теоретическое обоснование:**

Транслитератор демонстрационного языка программирования используется для выделения следующих классов отдельных символов:

* Класс букв: содержит прописные и строчные буквы латинского алфавита, используемые при создании разнообразных конструкций языка. Русские буквы в этот класс не включаются, так как используются только внутри строк и комментариев, допускающих почти все символы.
* Класс десятичных цифр: объединяет арабские цифры от 0 до 9. Используется при формировании описаний действительных, а также некоторых из целых чисел.
* Класс двоичных цифр: объединяет цифры 0 и 1. Используется при анализе целых двоичных чисел.
* Класс восьмеричных цифр: объединяет цифры от 0 до 7. Используется при анализе целых восьмеричных чисел.
* Класс шестнадцатеричных цифр: включает цифры от 0 до 9, а также прописные и строчные буквы: A, B, C, D, E, F, a, b, c, d, e f.
* Класс пропусков: состоит из пробела, перевода строки, табуляции, перевода формата (разделяющего текст на отдельные страницы). Символы этого класса используются для разделения различных элементарных конструкций, слитное написание которых привело бы к неправильному восприятию (например, следующие друг за другом число и идентификатор "123E4 asdf" без пробела были бы восприняты как "123E4asdf", что является ошибкой).
* Класс игнорируемых символов: включает все символы, которые, как предполагается, не отображаются на экране текстового редактора. В используемых кодовых таблицах к ним относятся символы, коды которых меньше кода пробела. Исключение составляют перевод строки, табуляция, перевод формата, уже отнесенные к предыдущему классу. В некоторых текстовых редакторов данные символы отображаются в виде специальных значков. Поэтому, выделение данного класса может являться спорным и зависит от различных факторов.
* Класс прочих символов: включает все оставшиеся символы. Несмотря на то, что их тоже можно группировать в различные классы, в рассматриваемом языке нам, в большинстве ситуаций, достаточно использовать их непосредственные значения

Следует отметить, что классы символов пресекаются. Однако, вопрос принадлежности нужному классу можно решать, основываясь на текущем контексте. Класс символов можно специально не хранить, а проверять тогда, когда потребуется.

Лексический анализатор предназначен для чтения слов в исходном тексте и классификации прочитанных слов.

Основные функции лексического анализатора:

1. Чтение с помощью транслитератора очередного слова в исходном тексте и его классификация;

2. Пропуск пробелов и комментариев;

3. Выдача диагностических сообщений об обнаруженных лексических ошибках.

**Код программы:**

**Form1.cs:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp79

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

tbFSource.AppendText("01ab" + "\r\n");

tbFSource.AppendText("1 a");

int n = tbFSource.Lines.Length;

}

private void btnFStart\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.GetSymbol(); // Выводятся литеры и классификация

Lex.NextToken();

String s = "";

String s1 = "";

switch (Lex.enumFSelectionCharType)

{

case TCharType.Letter: { s1 = "Letter"; break; }

case TCharType.Digit: { s1 = "Digit"; break; }

case TCharType.Space: { s1 = "Space"; break; }

case TCharType.EndRow: { s = "KC"; s1 = "EndRow"; break; }

case TCharType.EndText: { s = "KT"; s1 = "EndText"; break; }

case TCharType.BracketOpen: { s = "KT"; s1 = "BracketOpen"; break; }

case TCharType.BracketClosed: { s = "KT"; s1 = "BracketClosed"; break; }

case TCharType.ExclamationMark: { s = "KT"; s1 = "ExclamationMark"; break; }

case TCharType.Comma: { s = "KT"; s1 = "Comma"; break; }

case TCharType.Semicolon: { s = "KT"; s1 = "Semicolon"; break; }

}

String m = "(" + s + "," + s1 + ")"; //литера и ее тип

tbFMessage.Text += m; //добавляется в строку сообщение

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

}

}

**uLex.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp79

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol, BracketOpen, BracketClosed, ExclamationMark, Comma, Semicolon }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '(')

enumFSelectionCharType = TCharType.BracketOpen;

else if (chrFSelection == ')')

enumFSelectionCharType = TCharType.BracketClosed;

else if (chrFSelection == ',')

enumFSelectionCharType = TCharType.Comma;

else if (chrFSelection == '!')

enumFSelectionCharType = TCharType.ExclamationMark;

else if (chrFSelection == ';')

enumFSelectionCharType = TCharType.Semicolon;

else if (chrFSelection == ':' || chrFSelection == '-' || chrFSelection == '.') enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

intFSourceColSelection++;

}

private void TakeSymbol() // извлекаем текущий символ из chrFSelection и добавляем его к лексической единице strFLexicalUnit, затем GetSymbol() перемещает указатель на следующий символ

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken() // часть лексического анализатора. Если анализатор находится в изначальном состоянии, то она инициализирует переменные intFSourceRowSelection и intFSourceColSelection и вызывает функцию GetSymbol() для получения первого символа

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

}

}

}

**Результаты тестирования:**
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**Лабораторная работа № 2. Разработка лексического анализатора**

**Текст задания:**

1. Спроектировать и отладить экранную форму для ввода исходных данных, вывода сообщений программы и управления программой.
2. Включить из лабораторной работы № 1 транслитератор **void GetSymbol().**
3. Составить регулярную грамматику для каждого вида слов.
4. Построить конечные автоматы для каждого вида слов, как правило, они будут недетерминированными.
5. Построить детерминированные конечные автоматы для каждого вида слов.
6. Составить объединенный конечный автомат.
7. Написать и отладить модуль лексического анализатора по алгоритму объединенного конечного автомата. Для чтения исходного текста использовать транслитератор. Предусмотреть обработчик лексических ошибок исходного текста, используется конструкция **try … catch**.
8. Для отладки лексического анализатора временно включить в обработчик нажатия кнопки цикл чтения слов исходного текста и вывода результатов лексического анализа.

|  |  |  |
| --- | --- | --- |
| (011)\*000(001)\* | (a|b|c|d)+ | Вторые два символа всегда ab |

**Первое слово:**

(011)\*000(001)\*

A → 0B | 0C

B → 1D

C → 0Е

D → 1А

E → 0 | 0F

F → 0G

G → 0H

H → 1 | 1F

**Недетерминированная матрица:**

|  |  |  |
| --- | --- | --- |
|  | 0 | 1 |
| A | B,C |  |
| B |  | D |
| C | E |  |
| D |  | A |
| E | F,Fin |  |
| F | G |  |
| G | H |  |
| H |  | F,Fin |
| Fin |  |  |
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**Детерминированная матрица:**

|  |  |  |
| --- | --- | --- |
|  | 0 | 1 |
| A | BC |  |
| BC | E | D |
| D |  | A |
| E | FFin |  |
| FFin | G |  |
| G | H |  |
| H | FFin |  |

**Второе слово:**

(a|b|c|d)+

Вторые 2 символа всегда ab

A → aB | bB | cB | dB

B → aC

C → b | bD

D → a | b | c | d | aFin | bFin | cFin | dFin

**Недетерминированная матрица:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | a | b | c | d |
| A | B | B | B | B |
| B | C |  |  |  |
| C |  |  | D,Fin |  |
| D | D,Fin | D,Fin | D,Fin | D,Fin |
| Fin |  |  |  |  |

**Детерминированная матрица:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | a | b | c | d |
| A | B | B | B | B |
| B | C |  |  |  |
| C |  | DFin |  |  |
| DFin | DFin | DFin | DFin | DFin |

**Граф:**
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**Краткое теоретическое обоснование:**

Лексический анализатор предназначен для чтения слов в исходном тексте и классификации прочитанных слов.

Основные функции лексического анализатора:

1. Чтение с помощью транслитератора очередного слова в исходном тексте и его классификация;

2. Пропуск пробелов и комментариев;

3. Выдача диагностических сообщений об обнаруженных лексических ошибках.

Грамматикой Хомского типа 3, или регулярной грамматикой, называется контекстно-свободная-грамматика, все правила которой односторонне линейны. Это означает, что либо они все праволинейны ,т.е имеют вид A-> Ba или A -> а; либо леволинейны , т.е имеют вид А→aВ или A -> а. Здесь А и В и обозначают нетерминальные символы, а через а обозначен терминальный символ.

Способы описания конечного автомата:

1. Множество команд. Нетерминальным символам грамматики сопоставим состояния автомата, терминальным символам грамматики сопоставим символы входной ленты. Правилу вида A → aB сопоставим команду автомата (A,a) →B; правилу вида A → a (соответствует последнему символу в слове) сопоставим команду автомата (A,a) →Fin, где Fin - обозначение финального состояния. Для рассмотренного примера команды будут выглядеть следующим образом (Z,0) →U, (Z,1) →V, (U,1) →Z, (U,1) →Fin, (V,0) →Z, (V,0) →Fin.
2. Графический способ. Состояния автомата будут представлять собой узлы диаграммы состояний и переходов, а символы входной ленты будут помечать стрелку, соединяющую состояния. Каждому правилу вида A → aB сопоставим следующий фрагмент диаграммы состояний

**а**

Каждому правилу вида A → a сопоставим фрагмент диаграммы состояний вида:

**а**

1. Матричный способ. Строки матрицы помечаются состояниями (нетерминальным алфавитом), а столбцы – терминальным алфавитом. В клетки матрицы заносятся состояния переходов.

**Код программы:**

**Form1.cs:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace WindowsFormsApp65

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

tbFSource.AppendText("" + "\r\n");

tbFSource.AppendText("");

int n = tbFSource.Lines.Length;

}

private void btnFStart\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

Lex.GetSymbol(); // Выводятся литеры и классификация

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

String s = "";

String s1 = "";

switch (Lex.enumPToken)

{

case TToken.lxmNumber: { s = "LxmNumber"; s1 = Lex.strPLexicalUnit; break; }

case TToken.lxmIdentifier: { s = "lxmId"; s1 = Lex.strPLexicalUnit; break; }

}

String m = "(" + s + "," + s1 + ")"; //литера и ее тип

tbFMessage.Text += m; //добавляется в строку сообщение

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

}

}

**uLex.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp65

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol, LScob, RScob, Vosznak, Zapiatya, Tochkaszap }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection = -1;

private String strFLexicalUnit;

private TToken enumFToken;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

intFSourceColSelection++; // продвигаем номер колонки

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '!') enumFSelectionCharType = TCharType.Vosznak;

else if (chrFSelection == ' ') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == ',') enumFSelectionCharType = TCharType.Zapiatya;

else if (chrFSelection == ';') enumFSelectionCharType = TCharType.Tochkaszap;

else if (chrFSelection == '(') enumFSelectionCharType = TCharType.LScob;

else if (chrFSelection == ')') enumFSelectionCharType = TCharType.RScob;

else if (chrFSelection == ':' || chrFSelection == '-' || chrFSelection == '.') enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow) // пропускаем пробелы и символы новой строки

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter: // используется для идентификации шаблона букв (a, b, c, d). Если шаблон распознан, то присваивается идентификатр lxmIdentifier

{

// a b c d

// A | B | B | B | B |

// B | C | | | |

// C | |DFin| | |

// DFin|DFin|DFin|DFin|DFin|

A:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto B;

}

else throw new Exception("Ошибка");

}

B:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto C;

}

else throw new Exception("Вторым символом должен быть 'a'");

}

C:

{

if (chrFSelection == 'b')

{

TakeSymbol();

goto DFin;

}

else throw new Exception("Третьим символом должен быть 'b'");

}

DFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto DFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit: // используется для идентификации шаблона цифр. Если шаблон распознан, то присваивается идентификатр lxmNumber

{

// 0 1

// A | BC | |

// BC | E | D |

// D | | A |

// E | FFin| |

// FFin| G | |

// G | H | |

// H | |FFin |

A:

if (chrFSelection == '0')

{

TakeSymbol();

goto BC;

}

else throw new Exception("Ожидался 0 #1");

BC:

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1 #2");

D:

if (chrFSelection == '1')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидалась 1 #3");

E:

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0 #4");

FFin:

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit) { enumFToken = TToken.lxmNumber; return; }

else throw new Exception("Ожидался 0 #5");

G:

if (chrFSelection == '0')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидался 0 #6");

H:

if (chrFSelection == '1')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидалась 1 #7");

}

case TCharType.ReservedSymbol: // используется для идентификации шаблона резервных символов. Если шаблон распознан, то присваивается идентификатр lxmLeftParenth и lxmRightParenth

{

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

GetSymbol();

}

GetSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

GetSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

GetSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

**Результаты тестирования:**
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**![](data:image/png;base64,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)**

**Лабораторная работа № 3. Разработка транслитератора**

**Текст задания:**

Для предложенного преподавателем варианта КС-грамматики разработать методом рекурсивного спуска синтаксический анализатор.

Примечание: здесь и далее через <1> и <2> обозначены слова из лабораторной работы №1.

Указания:

1. Лексический анализатор из лабораторной работы №1 должен быть расширен обработкой появившихся в КС-грамматике новых слов и включен в виде подпрограммы, поля класса или метода класса в синтаксический анализатор.

2. Оформить синтаксический анализатор в виде процедуры, функции или класса, которые при обращении обрабатывают весь исходный текст.

3. Если грамматика леворекурсивная, то устранить левую рекурсию.

4. При обнаружении лексической ошибки целесообразно возбуждать исключительную ситуацию, которая будет обрабатываться в главной форме программы.

**Вариант 20:**

П 🡪 П;К | К

К 🡪 OR,A

O 🡪 <2>

R 🡪 <1>

A 🡪 <1> | <2>

Избавление от левой рекурсии:

П 🡪 K | ПC

C 🡪 ;K | ;C

K 🡪 OR,A

O 🡪 <2>

R 🡪 <1>

A 🡪 <1> | <2>

1: П 🡪 К 🡪 OR,A 🡪 <2><1>,<2>

2: П 🡪 K 🡪 OR,A 🡪 <2><1>,<1>

3: П 🡪 П;К 🡪 K;K 🡪 OR,A;OR,A 🡪 <2><1>,<2>;<2><1>,<2>

**Краткое теоретическое обоснование:**

Разработка контекстно-свободного (КС) синтаксического анализатора — это процесс создания программного инструмента, способного анализировать структуру текстового или программного кода на основе контекстно-свободной грамматики. Контекстно-свободная грамматика (КС-грамматика) — это формальное описание языка, которое определяет его синтаксическую структуру в виде набора правил.

Важные компоненты разработки КС-синтаксического анализатора включают в себя следующие этапы и концепции:

* Грамматика: Разработка КС-синтаксического анализатора начинается с определения КС-грамматики для языка, который вы хотите анализировать. Грамматика включает в себя терминальные и нетерминальные символы, правила продукции, стартовый символ и другие сведения о структуре языка.
* Терминальные и нетерминальные символы: Терминальные символы представляют лексемы (токены) языка, такие как ключевые слова, операторы и идентификаторы. Нетерминальные символы представляют собой абстрактные конструкции языка, которые могут быть разложены на более простые элементы с помощью правил продукции.
* Правила продукции: Правила продукции определяют, как нетерминальные символы могут быть заменены другими символами (терминальными или нетерминальными) в контексте грамматики. Эти правила определяют синтаксическую структуру языка.
* Стартовый символ: Стартовый символ — это нетерминальный символ, с которого начинается синтаксический анализ текста. Обычно это самый верхний уровень абстракции в грамматике.
* Токенизация: прежде чем начать синтаксический анализ, текст обычно проходит процесс токенизации, в ходе которого он разбивается на отдельные лексемы (токены), например, разделяя ключевые слова и операторы.
* Алгоритмы синтаксического анализа: существует несколько методов синтаксического анализа для обработки текста на основе КС-грамматики. Наиболее распространенными методами являются LL(к) и LR(к) анализ. Каждый из них имеет свои преимущества и недостатки, и выбор зависит от конкретных требований проекта.
* Генерация синтаксического анализатора: Синтаксический анализатор может быть создан вручную, но также существуют инструменты, способные автоматически генерировать анализаторы на основе заданной КС-грамматики, такие как YACC, Bison, ANTLR и другие.
* Обработка синтаксического дерева: после успешного синтаксического анализа текста обычно строится синтаксическое дерево, которое представляет собой структуру данных, отражающую иерархическую структуру текста. Это дерево затем может быть использовано для выполнения дополнительных анализов или для генерации кода.

Разработка контекстно-свободного (КС) синтаксического анализатора — это сложный процесс, который включает в себя несколько этапов и требует тщательного планирования и проектирования. Давайте более подробно рассмотрим некоторые из ключевых аспектов этого процесса:

* Определение целей и требований: прежде чем начать разработку КС-синтаксического анализатора, необходимо четко определить его цели и требования. Это включает в себя понимание языка, который анализатор будет обрабатывать, и конечных целей, таких как компиляция кода, интерпретация или структурный анализ.
* Выбор языка программирования: Выбор языка программирования для реализации синтаксического анализатора имеет значение. Часто используются языки с богатой поддержкой работы со строками и регулярными выражениями, такие как Python, Java, C++ или другие.
* Определение КС-грамматики: Создайте КС-грамматику, которая описывает синтаксис целевого языка. Грамматика должна быть формально определена и документирована. Можно использовать формальные спецификации, такие как Backus-Naur Form (BNF) или Extended Backus-Naur Form (EBNF), для представления грамматики.
* Разработка лексического анализатора: Часто КС-синтаксический анализатор включает в себя и лексический анализатор, который разбивает входной текст на лексемы (токены). Лексический анализатор может быть разработан отдельно или встроен в синтаксический анализатор.
* Выбор метода синтаксического анализа: Выберите подходящий метод синтаксического анализа, такой как LL(к), LR(к), или другие, в зависимости от сложности грамматики и требований к анализу. Этот выбор может потребовать тщательного анализа грамматики и оценки производительности анализатора.
* Разработка и отладка анализатора: на этом этапе происходит фактическая реализация синтаксического анализатора с использованием выбранного метода анализа. Здесь также проводятся тесты и отладка для обеспечения корректной работы.
* Обработка ошибок: Разработайте механизм обработки синтаксических ошибок, чтобы предоставить информативные сообщения об ошибках во входном тексте.
* Интеграция с другими компонентами: если синтаксический анализатор является частью компилятора или интерпретатора, необходимо интегрировать его с другими компонентами, такими как лексический анализатор, семантический анализ и генератор кода.
* Оптимизация и улучшение производительности: Проведите профилирование и оптимизацию синтаксического анализатора, чтобы улучшить его производительность и эффективность.
* Документация и тестирование: Документируйте код синтаксического анализатора и проведите обширное тестирование, включая функциональное тестирование и тестирование производительности.

**Код программы:**

**Form1.cs**

namespace WinFormsApp1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

tbFSource.AppendText("");

int n = tbFSource.Lines.Length;

}

private void btnFStart\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

throw new Exception("Текст верный");

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

}

}

**uLex.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WinFormsApp1

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma, lxmText, lxmtz, lxmdt, lxmr, lxmrs, lxmls };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

intFSourceColSelection++; // продвигаем номер колонки

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == ';' || chrFSelection == ',' || chrFSelection == '[' || chrFSelection == ']' || chrFSelection == '=' || chrFSelection == ':') enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow)

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter:

{

// a b c d

// A | B | B | B | B |

// B | C | | | |

// C | |DFin| | |

// DFin|DFin|DFin|DFin|DFin|

A:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto B;

}

else throw new Exception("Ошибка");

}

B:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto C;

}

else throw new Exception("Вторым символом должен быть 'a'");

}

C:

{

if (chrFSelection == 'b')

{

TakeSymbol();

goto DFin;

}

else throw new Exception("Третьим символом должен быть 'b'");

}

DFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto DFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit:

{

// 0 1

// A | BC | |

// BC | E | D |

// D | | A |

// E | FFin| |

// FFin| G | |

// G | H | |

// H | |FFin |

A:

if (chrFSelection == '0')

{

TakeSymbol();

goto BC;

}

else throw new Exception("Ожидался 0 #1");

BC:

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1 #2");

D:

if (chrFSelection == '1')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидалась 1 #3");

E:

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0 #4");

FFin:

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit) { enumFToken = TToken.lxmNumber; return; }

else throw new Exception("Ожидался 0 #5");

G:

if (chrFSelection == '0')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидался 0 #6");

H:

if (chrFSelection == '1')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидалась 1 #7");

}

case TCharType.ReservedSymbol:

{

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

GetSymbol();

}

GetSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

GetSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

GetSymbol();

return;

}

if (chrFSelection == '[')

{

enumFToken = TToken.lxmls;

GetSymbol();

return;

}

if (chrFSelection == ']')

{

enumFToken = TToken.lxmrs;

GetSymbol();

return;

}

if (chrFSelection == ',')

{

enumFToken = TToken.lxmComma;

GetSymbol();

return;

}

if (chrFSelection == ':')

{

enumFToken = TToken.lxmdt;

GetSymbol();

return;

}

if (chrFSelection == ';')

{

enumFToken = TToken.lxmtz;

GetSymbol();

return;

}

if (chrFSelection == '=')

{

enumFToken = TToken.lxmr;

GetSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

**uSyntAnalyzer.cs:**

using System;

using System.Collections.Generic;

using System.Text;

namespace WinFormsApp1

{

class uSyntAnalyzer

{

// Данный класс представляет собой некоторый набор правил для синтаксического анализа текста.

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public void S() // Эта функция описывает правило для некоторой грамматической конструкции. Сначала вызывается функция K(), затем проверяется, если текущий лексический токен (Lex.enumPToken) равен lxmtz, то вызывается функция C(). Если токен не равен lxmtz, то генерируется исключение с сообщением о несоответствии грамматике.

{

K();

if (Lex.enumPToken == TToken.lxmtz)

C();

throw new Exception("Конец слова, текст верный. Для продолжения ожидается ;");

}

public void C() // Эта функция представляет собой некоторую рекурсивную структуру. Если текущий токен равен lxmtz, то происходит вызов Lex.NextToken(), затем K(). После этого, если текущий токен снова равен lxmtz, вызывается рекурсивно функция C().

{

if (Lex.enumPToken == TToken.lxmtz)

{

Lex.NextToken();

K();

if (Lex.enumPToken == TToken.lxmtz)

C();

}

}

public void K() // Эта функция также описывает грамматическую структуру. Сначала вызывается функция O(). Затем, если текущий токен - lxmIdentifier, вызывается Lex.NextToken(), и затем функция R(). Если следующий токен - lxmComma, происходит снова вызов Lex.NextToken(), и функции A(). В противном случае, генерируется исключение с сообщением "Ожидалась ,".

{

O();

if (Lex.enumPToken == TToken.lxmIdentifier)

{

Lex.NextToken();

R();

if (Lex.enumPToken == TToken.lxmComma)

{

Lex.NextToken();

A();

}

else throw new Exception("Ожидалась ,");

}

}

public void O() // Эта функция представляет собой проверку, что текущий символ - буква. Если это так, вызывается Lex.NextToken().

{

if (Lex.enumFSelectionCharType == TCharType.Letter)

{

Lex.NextToken();

}

}

public void R() // Эта функция представляет собой проверку, что текущий символ - цифра. Если это так, вызывается Lex.NextToken().

{

if (Lex.enumPToken == TToken.lxmNumber)

{

Lex.NextToken();

}

else throw new Exception("Ожидался идентификатор (прим. 000)");

}

public void A() // Эта функция проверяет, что текущий токен - либо lxmNumber, либо lxmIdentifier. Если это так, вызывается Lex.NextToken(). Затем проверяется, если следующий токен снова является либо lxmNumber, либо lxmIdentifier, то генерируется исключение с сообщением "Ожидалась ;". В противном случае, генерируется исключение с сообщением "Ожидался идентификатор (aab или 000)".

{

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

throw new Exception("Ожидалась ;");

}

}

else throw new Exception("Ожидался идентификатор (aab или 000)");

}

}

}

**Результаты тестирования:**

**1:**
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**Лабораторная работа № 4. Введение табличного способа хранения слов**

**Задание:**

1. Подключить класс «Массив хеш-таблиц» к программе.
2. Завести три таблицы для хранения слов первого типа, слов второго типа и служебных слов (многосимвольных)
3. Отладить программу до рабочего состояния.

**Краткое теоретическое обоснование:**

Хэш-таблица (или хеш-таблица) — это структура данных, которая используется для организации и управления данными. Основной идеей хэш-таблицы является использование хеш-функции для быстрого и эффективного поиска, вставки и удаления элементов. Хеш-функция преобразует ключи (например, строки или числа) в индексы (хеши), по которым элементы хранятся в массиве (бакете) с целью обеспечения быстрого доступа к ним. Хорошо спроектированная хеш-таблица может обеспечивать среднюю сложность O(1) для операций вставки, поиска и удаления.

Хеширование — это процесс применения хеш-функции к некоторым данным для получения уникального значения (хеш-кода или хеша), которое служит идентификатором для этих данных. Цель хеширования заключается в том, чтобы ускорить поиск элементов в коллекциях данных, таких как хеш-таблицы, используя хеш-код в качестве индекса для доступа к данным в массиве. Эффективное хеширование требует, чтобы хеш-функция была быстрой и обеспечивала равномерное распределение хешей для минимизации коллизий (когда разные ключи приводят к одному и тому же хешу).

Синтаксический анализатор (или парсер) — это компонент компилятора или интерпретатора, который выполняет анализ входного текста или программного кода с целью определения его синтаксической структуры в соответствии с заданной грамматикой. Он разбирает текст на более абстрактные структуры данных, такие как синтаксические деревья или абстрактные синтаксические деревья (AST), которые представляют собой иерархический способ представления структуры кода. Синтаксический анализатор проверяет, соответствует ли входной код грамматике языка и генерирует ошибки в случае нарушения синтаксических правил. После успешного анализа синтаксический анализатор передает абстрактное представление кода другим компонентам, таким как семантический анализатор и генератор кода, для дальнейшей обработки.

Разработка синтаксического анализатора — это важный этап создания компиляторов, интерпретаторов и других инструментов обработки языка. Ниже приведены шаги, которые обычно включаются в процесс разработки синтаксического анализатора:

1. Определение грамматики;
2. Выбор метода синтаксического анализа;
3. Разработка синтаксического анализатора;
4. Тестирование;
5. Интеграция;
6. Оптимизация;
7. Документация;
8. Обслуживание;

Пример хэш-таблицы:

![](data:image/jpeg;base64,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)

**Код программы:**

**Form1.cs:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Reflection.Emit;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using static System.Windows.Forms.VisualStyles.VisualStyleElement;

namespace lab4

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3); // создаем массив их 3 хэш таблиц

public Form1()

{

InitializeComponent();

tbFSource.AppendText("aabc000,aabc");

int n = tbFSource.Lines.Length;

}

// функция для вывода данных из хэш таблицы в ListBox

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

// добавляем идентификатор в хэш таблицу

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

// выводим обновленную хэш таблицу в ListBox

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

// добавляем число в хэш таблицу

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

// выводим обновленную хэш таблицу в ListBox

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void button1\_Click(object sender, EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

{

// удаляем данные из хэш таблицы

htl.DeleteLexicalUnit(listTable[i], 0);

}

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

{

// удаляем данные из хэш таблицы

htl.DeleteLexicalUnit(listTable[i], 1);

}

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

{

// удаляем данные из хэш таблицы

htl.DeleteLexicalUnit(listTable[i], 2);

}

listTable.Clear();

}

// функция для изменения данных в хэш таблице

public void TablesToMemoForChange(object sender, System.EventArgs e, TToken token, int index, int b)

{

List<string> listTable = new List<string>();

CLex Lex = new CLex();

switch (token)

{

case TToken.lxmIdentifier:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox1.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

break;

}

case TToken.lxmNumber:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

break;

}

default:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox3.Items.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

break;

}

}

}

private void btnFCheck\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void btnFEdit\_Click(object sender, EventArgs e)

{

int index = FindElement(word\_for\_change\_textBox, true);

CLex Lex = new CLex();

Lex.strPSource = word\_to\_replace\_textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = word\_to\_replace\_textBox.TextLength;

int y = word\_to\_replace\_textBox.Lines.Length;

tbFMessage.Text = "";

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmIdentifier, index, b);

}

break;

}

case TToken.lxmNumber:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmNumber, index, b);

}

break;

}

default:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemoForChange(this, e, Lex.enumPToken, index, b);

}

break;

}

}

}

}

catch (Exception exc)

{

word\_to\_replace\_textBox.Select();

word\_to\_replace\_textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += word\_to\_replace\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

word\_to\_replace\_textBox.SelectionLength = n;

}

}

private void btnFFind\_Click(object sender, EventArgs e)

{

try

{

if (tbFFind.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox2.Items[i].ToString().Contains(tbFFind.Text))

{

listBox2.SelectedIndex = i;

return;

}

}

}

else if (tbFFind.Text.Equals(",") || tbFFind.Text.Equals(";"))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox3.Items[i].ToString().Contains(tbFFind.Text))

{

listBox3.SelectedIndex = i;

return;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString().Contains(tbFFind.Text))

{

listBox1.SelectedIndex = i;

return;

}

}

}

}

catch

{

throw new Exception("123");

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private int FindElement(System.Windows.Forms.TextBox txtBox, bool return\_index)

{

if (txtBox != null)

{

if (txtBox.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox2.Items.Count; i++)

{

if (listBox2.Items[i].ToString() == txtBox.Text)

{

listBox2.SelectedIndex = i;

return i;

}

}

}

else if (txtBox.Text.Equals(",") || txtBox.Text.Equals("[") || txtBox.Text.Equals("]") || txtBox.Text.Equals("=") ||

txtBox.Text.Equals(":") || txtBox.Text.Equals(")") || txtBox.Text.Equals("(") || txtBox.Text.Equals("!"))

{

for (int i = 0; i < listBox3.Items.Count; i++)

{

if (listBox3.Items[i].ToString() == txtBox.Text)

{

listBox3.SelectedIndex = i;

return i;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString() == txtBox.Text)

{

listBox1.SelectedIndex = i;

return i;

}

}

}

}

return -1;

}

private void special\_characters\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox3.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox2.SelectedIndex = -1;

}

private void numbers\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox2.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void words\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox1.SelectedItem?.ToString();

listBox2.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void delete(System.Windows.Forms.TextBox textBox, System.Windows.Forms.TextBox word\_to\_replace = null, TToken token = TToken.lxmEmpty)

{

int index = FindElement(textBox, true);

CLex Lex = new CLex();

Lex.strPSource = textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = textBox.TextLength;

int y = textBox.Lines.Length;

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

if (token == TToken.lxmEmpty)

{

Lex.NextToken();

token = Lex.enumPToken;

}

switch (token)

{

case TToken.lxmIdentifier:

{

listBox1.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 0);

break;

}

case TToken.lxmNumber:

{

listBox2.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 1);

break;

}

default:

{

listBox3.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 2);

break;

}

}

}

}

catch (Exception exc)

{

textBox.Select();

textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += del\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

textBox.SelectionLength = n;

}

textBox.Text = "";

if (word\_to\_replace != null) word\_to\_replace.Text = "";

}

}

}

**uLex.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace lab4

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma, lxmText, lxmtz, lxmdt, lxmr, lxmrs, lxmls };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

private List<string> uniqueIdentifiers = new List<string>();

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

intFSourceColSelection++; // продвигаем номер колонки

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == ';' || chrFSelection == ',' || chrFSelection == '[' || chrFSelection == ']' || chrFSelection == '=' || chrFSelection == ':') enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow)

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter:

{

// a b c d

// A | B | B | B | B |

// B | C | | | |

// C | |DFin| | |

// DFin|DFin|DFin|DFin|DFin|

A:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto B;

}

else throw new Exception("Ошибка");

}

B:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto C;

}

else throw new Exception("Вторым символом должен быть 'a'");

}

C:

{

if (chrFSelection == 'b')

{

TakeSymbol();

goto DFin;

}

else throw new Exception("Третьим символом должен быть 'b'");

}

DFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto DFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit:

{

// 0 1

// A | BC | |

// BC | E | D |

// D | | A |

// E | FFin| |

// FFin| G | |

// G | H | |

// H | |FFin |

A:

if (chrFSelection == '0')

{

TakeSymbol();

goto BC;

}

else throw new Exception("Ожидался 0 #1");

BC:

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1 #2");

D:

if (chrFSelection == '1')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидалась 1 #3");

E:

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0 #4");

FFin:

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit) { enumFToken = TToken.lxmNumber; return; }

else throw new Exception("Ожидался 0 #5");

G:

if (chrFSelection == '0')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидался 0 #6");

H:

if (chrFSelection == '1')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидалась 1 #7");

}

case TCharType.ReservedSymbol:

{

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

GetSymbol();

}

GetSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

TakeSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

TakeSymbol();

return;

}

if (chrFSelection == '[')

{

enumFToken = TToken.lxmls;

TakeSymbol();

return;

}

if (chrFSelection == ']')

{

enumFToken = TToken.lxmrs;

TakeSymbol();

return;

}

if (chrFSelection == ',')

{

enumFToken = TToken.lxmComma;

TakeSymbol();

return;

}

if (chrFSelection == ':')

{

enumFToken = TToken.lxmdt;

TakeSymbol();

return;

}

if (chrFSelection == ';')

{

enumFToken = TToken.lxmtz;

TakeSymbol();

return;

}

if (chrFSelection == '=')

{

enumFToken = TToken.lxmr;

TakeSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

uSyntAnalyzer.cs:

using System;

using System.Collections.Generic;

using System.Text;

namespace lab4

{

class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public void S()

{

K();

if (Lex.enumPToken == TToken.lxmtz)

C();

throw new Exception("Конец слова, текст верный. Для продолжения ожидается ;");

}

public void C()

{

if (Lex.enumPToken == TToken.lxmtz)

{

Lex.NextToken();

K();

if (Lex.enumPToken == TToken.lxmtz)

C();

}

}

public void K()

{

O();

if (Lex.enumPToken == TToken.lxmIdentifier)

{

Lex.NextToken();

R();

if (Lex.enumPToken == TToken.lxmComma)

{

Lex.NextToken();

A();

}

else throw new Exception("Ожидалась ,");

}

}

public void O()

{

if (Lex.enumFSelectionCharType == TCharType.Letter)

{

Lex.NextToken();

}

}

public void R()

{

if (Lex.enumPToken == TToken.lxmNumber)

{

Lex.NextToken();

}

else throw new Exception("Ожидался идентификатор (прим. 000)");

}

public void A()

{

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

throw new Exception("Ожидалась ;");

}

}

else throw new Exception("Ожидался идентификатор (aab или 000)");

}

}

}

**HashTables.cs**

using System;

using System.Collections.Generic;

using System.IO;

using System.Windows.Forms;

using System.Linq;

namespace lab4

{

public class TableItem

{

public int value;

public string lex;

public TableItem next;

public TableItem(int v, string s, TableItem t)

{

value = v;

lex = s;

next = t;

}

}

public class THashTable

{

public List<TableItem> arrFHashTable = new List<TableItem>();

public int intFHashIndex;

static int tableSize = 20;

public THashTable() // Конструктор инициализирует хэш-таблицу размером tableSize, вызывая метод Init() с этим размером.

{

Init(tableSize);

}

public void Init(int count) // Метод Init очищает существующий список и вызывает функцию Resize для установки нового размера таблицы.

{

arrFHashTable.Clear();

Resize(arrFHashTable, count);

}

static void Resize(List<TableItem> list, int size) // Метод изменяет размер списка list в соответствии с заданным размером size. Если новый размер больше текущего, добавляются новые элементы; если меньше, удаляются лишние элементы.

{

if (size > list.Count)

while (size > list.Count)

list.Add(new TableItem(0, "", null));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

// функция хэширования

int HashFunction(string strALexicalUnit) // Реализует простую функцию хэширования для строки. Суммирует коды символов строки и возвращает остаток от деления на tableSize.

{

int h = 0;

for (int i = 0, l = strALexicalUnit.Length; i < l; i++)

{

h += strALexicalUnit[i];

}

return h % tableSize;

}

public void HashIndex(string strALexicalUnit) // Устанавливает значение переменной intFHashIndex равным результату хэширования строки strALexicalUnit.

{

int h = HashFunction(strALexicalUnit);

intFHashIndex = h;

}

// функция поиска элемента

public bool SearchLexicalUnit(string strAlexicalUnit, ref int intALexicalCode)

{

HashIndex(strAlexicalUnit);

if (arrFHashTable[intFHashIndex].lex == "") return false;

else

{

intALexicalCode = arrFHashTable[intFHashIndex].value;

return true;

}

}

// функция изменения элемента

public bool ChangeLexicalUnit(string strPrevUnit, string strNewUnit)

{

HashIndex(strPrevUnit);

TableItem item = arrFHashTable[intFHashIndex];

while (item.next != null && item.lex != strPrevUnit)

{

item = item.next;

}

if (item.lex == strPrevUnit)

{

item.lex = strNewUnit;

}

return false;

}

// функция добавления нового элемента

public bool AddLexicalUnit(string strALexicalUnit, ref int intALexicalCode)

{

HashIndex(strALexicalUnit);

intALexicalCode = intFHashIndex;

TableItem item = arrFHashTable[intFHashIndex];

TableItem prev = arrFHashTable[intFHashIndex];

bool exist = false;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

while (prev.next != null)

{

prev = prev.next;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

}

if (!exist)

{

if (item.lex == prev.lex && item.lex == "")

{

item.value = intALexicalCode;

item.lex = strALexicalUnit;

}

else

{

TableItem newItem = new TableItem(intALexicalCode, strALexicalUnit, null);

prev.next = newItem;

}

return true;

}

return false;

}

// функция удаления элемента

public bool DeleteLexicalUnit(string strALexicalUnit)

{

HashIndex(strALexicalUnit);

int indx = intFHashIndex;

if (arrFHashTable[indx] != null)

{

TableItem item = arrFHashTable[indx];

while (item.next != null && item.lex != strALexicalUnit)

{

item = item.next;

}

if (item.lex == strALexicalUnit)

{

if (item.next == null)

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

prev.next = null;

item.value = 0;

item.lex = "";

}

else

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

item.value = 0;

item.lex = "";

prev.next = item.next;

}

return true;

}

}

return false;

}

public void GetLexicalUnitList(ref List<string> sList)

{

for (int i = 0; i < tableSize; i++)

{

TableItem item = arrFHashTable[i];

while (item != null)

{

if (item.lex != "")

{

sList.Add($"{item.lex}");

}

item = item.next;

}

}

}

}

}

**HashTablesList.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace lab4

{

public class CHashTableList

{

private List<THashTable> arrFHashTableList = new List<THashTable>();

private byte byteFTablesSize;

public CHashTableList(byte byteATableCount) // Инициализирует объект класса, устанавливая размер хэш-таблицы в соответствии с переданным значением byteATableCount и создавая соответствующее количество экземпляров THashTable в списке arrFHashTableList.

{

this.byteFTablesSize = byteATableCount;

for (int i = 0; i < byteATableCount; i++)

{

arrFHashTableList.Add(new THashTable());

}

}

public bool SearchLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode) // Вызывает метод SearchLexicalUnit для соответствующей хэш-таблицы из списка.

{

return arrFHashTableList[byteATable].SearchLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool AddLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode) // Вызывает метод AddLexicalUnit для соответствующей хэш-таблицы из списка.

{

return arrFHashTableList[byteATable].AddLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool ChangeLexicalUnit(string strALexicalUnit, byte byteATable, string newLexUnit) // Удаляет лексическую единицу из таблицы, вызывая метод DeleteLexicalUnit, затем добавляет новую лексическую единицу, вызывая метод AddLexicalUnit.

{

int d = 0;

arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

return arrFHashTableList[byteATable].AddLexicalUnit(newLexUnit, ref d);

}

public bool DeleteLexicalUnit(string strALexicalUnit, byte byteATable) // Вызывает метод DeleteLexicalUnit для соответствующей хэш-таблицы из списка.

{

return arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

}

public void TableToStringList(byte byteATable, List<string> sList) // Вызывает метод GetLexicalUnitList для соответствующей хэш-таблицы и заполняет переданный список sList лексическими единицами из этой таблицы.

{

arrFHashTableList[byteATable].GetLexicalUnitList(ref sList);

}

public int GetHashIndex(byte Table) // Возвращает текущий хэш-индекс для соответствующей хэш-таблицы.

{

return arrFHashTableList[Table].intFHashIndex;

}

}

}

THeap.cs:

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp4

{

public struct THeapItem

{

public string strFLexicalUnit;

public byte byteFHashTable;

public int intFHashIndex;

public THeapItem(string strALexicalUnit, byte byteATable, int intAHashIndex)

{

strFLexicalUnit = strALexicalUnit;

byteFHashTable = byteATable;

intFHashIndex = intAHashIndex;

}

}

public class THeap

{

public List<THeapItem> arrFHeapTable = new List<THeapItem>();

private List<int> arrFDeleted = new List<int>();

private int intFFreeItem;

bool boolIsSaved;

bool boolIsLoaded;

public bool boolPIsSaved { get { return boolIsSaved; } }

public bool boolPIsLoaded { get { return boolIsLoaded; } }

public int intPFreeItem { get { return intFFreeItem; } }

public THeap()

{

Init();

intFFreeItem = 1;

}

protected void Init()

{

arrFDeleted.Clear();

arrFHeapTable.Clear();

int cnt = 4;

Resize(arrFHeapTable, cnt);

}

static void Resize(List<THeapItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new THeapItem("", 0, 0));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<int> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new Int32());

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<char> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add('0');

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

public void Expansion()

{

int cardVSize = arrFHeapTable.Count;

cardVSize = cardVSize + cardVSize % 10 + 1;

Resize(arrFHeapTable, cardVSize);

Resize(arrFHeapTable, cardVSize);

}

// функция добавления нового элемента

public void AddLexicalUnit(string strALexicalUnit, byte byteAHashTable, int cardAHashIndex, ref int cardALexicalCode)

{

int intVIndex;

if (arrFDeleted.Count == 0)

{

intVIndex = intFFreeItem;

intFFreeItem++;

if (intFFreeItem >= (Int32)(arrFHeapTable.Count \* 0.9))

Expansion();

}

else

{

intVIndex = arrFDeleted[arrFDeleted.Count - 1];

Resize(arrFDeleted, arrFDeleted.Count - 1);

}

THeapItem Item = arrFHeapTable[intVIndex];

Item.strFLexicalUnit = strALexicalUnit;

Item.byteFHashTable = byteAHashTable;

Item.intFHashIndex = cardAHashIndex;

arrFHeapTable[intVIndex] = Item;

cardALexicalCode = intVIndex;

}

// функция удаления элемента

public void DeleteLexicalUnit(int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, i + 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = "";

Item.byteFHashTable = 0;

Item.intFHashIndex = 0;

}

// функция изменения элемента

public void UpdateLexicalUnit(string strALexicalUnit, int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, arrFDeleted.Count - 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = strALexicalUnit;

}

public void Save(ref StreamWriter sw)

{

try

{

for (int i = 1; i < arrFHeapTable.Count; i++) //type?

{

if (arrFHeapTable[i].strFLexicalUnit == "")

break;

sw.Write(arrFHeapTable[i].strFLexicalUnit + "\t");

sw.Write(arrFHeapTable[i].byteFHashTable.ToString() + "\t");

sw.WriteLine(arrFHeapTable[i].intFHashIndex.ToString());

}

boolIsSaved = true;

}

catch (Exception) { boolIsSaved = false; }

}

public void Load(ref StreamReader sr)

{

try

{

Init();

int size = arrFHeapTable.Count;

int readSz = 0;

while (true)

{

string line = sr.ReadLine();

if (line == null)

break;

if (++readSz >= size)

{

size \*= 2;

Resize(arrFHeapTable, size);

}

char[] delim = { '\t'/\*,'\n'\*/ };

string[] lines = line.Split(delim);

THeapItem it = arrFHeapTable[readSz];

it.strFLexicalUnit = lines[0];

it.byteFHashTable = Convert.ToByte(lines[1]);

it.intFHashIndex = Convert.ToInt32(lines[2]);

arrFHeapTable[readSz] = it;

}

intFFreeItem = readSz + 1;

boolIsLoaded = true;

}

catch (InvalidCastException)

{ boolIsLoaded = false; }

}

THeapItem GetItem(int i)

{

if (i >= arrFHeapTable.Count)

{

MessageBox.Show("GetИндекс кучи вышел за диапазон!");

THeapItem Item = new THeapItem("", 0, 0);

return Item;

}

else return arrFHeapTable[i];

}

void SetItem(int i, THeapItem NewItem)

{

if (i >= arrFHeapTable.Count)

MessageBox.Show("SetИндекс кучи вышел за диапазон!");

else arrFHeapTable[i] = NewItem;

}

public void HeapTableView(List<string> sList)

{

for (int i = 0; i < arrFHeapTable.Count; i++)

sList.Add(arrFHeapTable[i].strFLexicalUnit);

}

}

}

**Результаты тестирования:**

**![](data:image/png;base64,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)** **![](data:image/png;base64,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)**

**![](data:image/png;base64,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)** **![](data:image/png;base64,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)**

**Лабораторная работа № 5. Построение синтаксического дерева**

**Задание:**   
Включить в синтаксический анализатор из лабораторной работы №.3 построение синтаксического дерева. Использовать атрибутный метод Кнута, т.е. преобразовать КС – грамматику из лабораторной работы № 3 в атрибутную грамматику добавлением атрибутов и правил построения синтаксического дерева. Расширить программу синтаксического анализатора из лабораторной работы № 3 введением действий по построению синтаксического дерева.

**Краткое теоретическое обоснование:**

Построение синтаксического дерева (или абстрактного синтаксического дерева, AST) — это важная часть синтаксического анализа, которая преобразует текст программы или входные данные в структуру данных, которая представляет собой абстракцию синтаксической структуры этого текста. Синтаксическое дерево позволяет легко анализировать и обрабатывать синтаксическую структуру программы, а также выполнять различные виды статического анализа или генерации кода.

Вот основные шаги построения синтаксического дерева:

1. Лексический анализ (токенизация):

* Начните с лексического анализа входного текста или кода, который разбивает текст на лексемы (токены). Лексемы представляют собой минимальные логические единицы, такие как идентификаторы, ключевые слова, операторы и числа.

1. Синтаксический анализ:

* Затем применяется синтаксический анализатор для создания синтаксического дерева на основе лексем. Синтаксический анализатор использует контекстно-свободную грамматику, определенную для языка, чтобы определить структуру программы и создать соответствующее синтаксическое дерево.
* Синтаксический анализатор обрабатывает грамматические правила, которые определены в грамматике языка, и строит дерево, в котором узлы представляют синтаксические конструкции, а дуги (рёбра) указывают на связи между этими конструкциями.

1. Построение синтаксического дерева:

* В процессе синтаксического анализа начинается построение синтаксического дерева.
* Корень дерева обычно представляет программу в целом, а каждый узел дерева представляет собой определенную синтаксическую конструкцию, такую как выражение, оператор, условие и т. д.
* Для бинарных операторов, таких как арифметические операции или операции сравнения, левый и правый операнды представлены дочерними узлами этого оператора.

1. Упрощение дерева (по необходимости):

* В некоторых случаях синтаксическое дерево может быть упрощено или оптимизировано. Например, можно удалить узлы, представляющие ненужные промежуточные вычисления.

1. Использование синтаксического дерева:

* После построения синтаксического дерева, оно может использоваться для различных целей, таких как выполнение статического анализа, генерация промежуточного кода, компиляция, интерпретация и т. д.
* Синтаксическое дерево может быть также основой для построения абстрактных семантических деревьев (ASD), которые представляют собой более высокоуровневое представление смысла программы.

Построение синтаксического дерева является фундаментальным этапом при разработке компиляторов и интерпретаторов, а также при создании инструментов для анализа кода.

Абстрактное синтаксическое дерево (AST): AST — это более абстрактное и упрощенное представление синтаксической структуры программы по сравнению с синтаксическим деревом. Оно убирает некоторые детали, такие как скобки и другие второстепенные элементы, и оставляет только важные узлы, представляющие смысл программы. AST обычно используется для дальнейшей обработки и анализа программы, такой как оптимизация и генерация кода.

Аннотации и информация: синтаксическое дерево может быть аннотировано дополнительной информацией, такой как типы данных, области видимости, местоположение в исходном коде и другие атрибуты. Эта информация полезна при выполнении семантического анализа и других видов анализа.

Генерация кода: в контексте компиляторов, после построения синтаксического дерева можно использовать его для генерации промежуточного кода или целевого кода для целевой платформы.

Оптимизация: синтаксическое дерево может подвергаться различным видам оптимизаций, чтобы улучшить производительность программы. Например, можно проводить оптимизации вычислений, устранение избыточных вычислений и другие виды оптимизаций.

Рекурсивный спуск и генерация синтаксического анализатора: для построения синтаксического дерева можно использовать метод рекурсивного спуска, который часто используется при разработке синтаксических анализаторов. Рекурсивный спуск означает, что анализатор разбирает текст программы, вызывая себя рекурсивно для каждой синтаксической конструкции.

Пример синтаксического дерева:
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**Код программы:**

**Form1.cs:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using WinFormsApp2;

using static System.Windows.Forms.VisualStyles.VisualStyleElement;

namespace WindowsFormsApp81

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3);

public Form1()

{

InitializeComponent();

int n = tbFSource.Lines.Length;

tbFSource.Text = "aab000,aabc";

}

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

Generator gen = new Generator();

gen.ViewTree(treeView1);

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void button1\_Click(object sender, EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 0);

}

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 1);

}

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 2);

}

listTable.Clear();

}

public void TablesToMemoForChange(object sender, System.EventArgs e, TToken token, int index, int b)

{

List<string> listTable = new List<string>();

CLex Lex = new CLex();

switch (token)

{

case TToken.lxmIdentifier:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox1.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

break;

}

case TToken.lxmNumber:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

break;

}

default:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox3.Items.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

break;

}

}

}

private void btnFEdit\_Click(object sender, EventArgs e)

{

int index = FindElement(word\_for\_change\_textBox, true);

CLex Lex = new CLex();

Lex.strPSource = word\_to\_replace\_textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = word\_to\_replace\_textBox.TextLength;

int y = word\_to\_replace\_textBox.Lines.Length;

tbFMessage.Text = "";

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmIdentifier, index, b);

}

break;

}

case TToken.lxmNumber:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmNumber, index, b);

}

break;

}

default:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemoForChange(this, e, Lex.enumPToken, index, b);

}

break;

}

}

}

}

catch (Exception exc)

{

word\_to\_replace\_textBox.Select();

word\_to\_replace\_textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += word\_to\_replace\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

word\_to\_replace\_textBox.SelectionLength = n;

}

}

private void btnFFind\_Click(object sender, EventArgs e)

{

try

{

if (tbFFind.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox2.Items[i].ToString().Contains(tbFFind.Text))

{

listBox2.SelectedIndex = i;

return;

}

}

}

else if (tbFFind.Text.Equals(",") || tbFFind.Text.Equals(";"))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox3.Items[i].ToString().Contains(tbFFind.Text))

{

listBox3.SelectedIndex = i;

return;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString().Contains(tbFFind.Text))

{

listBox1.SelectedIndex = i;

return;

}

}

}

}

catch

{

throw new Exception("123");

}

}

private void btnFCheck\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.tree = treeView1;

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

//throw new Exception("Текст верный");

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private int FindElement(System.Windows.Forms.TextBox txtBox, bool return\_index)

{

if (txtBox != null)

{

if (txtBox.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox2.Items.Count; i++)

{

if (listBox2.Items[i].ToString() == txtBox.Text)

{

listBox2.SelectedIndex = i;

return i;

}

}

}

else if (txtBox.Text.Equals(",") || txtBox.Text.Equals("[") || txtBox.Text.Equals("]") || txtBox.Text.Equals("=") ||

txtBox.Text.Equals(":") || txtBox.Text.Equals(")") || txtBox.Text.Equals("(") || txtBox.Text.Equals("!"))

{

for (int i = 0; i < listBox3.Items.Count; i++)

{

if (listBox3.Items[i].ToString() == txtBox.Text)

{

listBox3.SelectedIndex = i;

return i;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString() == txtBox.Text)

{

listBox1.SelectedIndex = i;

return i;

}

}

}

}

return -1;

}

private void special\_characters\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox3.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox2.SelectedIndex = -1;

}

private void numbers\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox2.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void words\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox1.SelectedItem?.ToString();

listBox2.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void delete(System.Windows.Forms.TextBox textBox, System.Windows.Forms.TextBox word\_to\_replace = null, TToken token = TToken.lxmEmpty)

{

int index = FindElement(textBox, true);

CLex Lex = new CLex();

Lex.strPSource = textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = textBox.TextLength;

int y = textBox.Lines.Length;

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

if (token == TToken.lxmEmpty)

{

Lex.NextToken();

token = Lex.enumPToken;

}

switch (token)

{

case TToken.lxmIdentifier:

{

listBox1.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 0);

break;

}

case TToken.lxmNumber:

{

listBox2.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 1);

break;

}

default:

{

listBox3.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 2);

break;

}

}

}

}

catch (Exception exc)

{

textBox.Select();

textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += del\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

textBox.SelectionLength = n;

}

textBox.Text = "";

if (word\_to\_replace != null) word\_to\_replace.Text = "";

}

}

}

**Generator.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WinFormsApp2

{

class Generator

{

public List<string> ViewTree(TreeView tree, bool edit = true) // это метод, который получает древовидное представление (TreeView) и возвращает список строк, представляющих содержимое всего древовидного представления. Для этого он итерирует по корневым узлам дерева и вызывает метод ViewNode для каждого корневого узла, добавляя полученное содержимое в общий список.

{

List<string> treeContent = new List<string>();

foreach (TreeNode node in tree.Nodes)

{

treeContent.AddRange(ViewNode(node, edit));

}

return treeContent;

}

public List<string> ViewNode(TreeNode node, bool edit) // это метод, который рекурсивно получает содержимое узла TreeNode и его дочерних элементов. Для этого он итерирует по дочерним узлам текущего узла, рекурсивно вызывает сам себя (ViewNode) для каждого дочернего узла и добавляет полученное содержимое в список. После этого он добавляет текст текущего узла в список строк и возвращает этот список, представляя содержимое текущего узла и его дочерних элементов.

{

List<string> nodeContent = new List<string>();

foreach (TreeNode child in node.Nodes)

{

nodeContent.AddRange(ViewNode(child, edit));

}

nodeContent.Add(node.Text);

return nodeContent;

}

}

}

**HashTables.cs:**

using System;

using System.Collections.Generic;

using System.IO;

using System.Windows.Forms;

using System.Linq;

namespace WindowsFormsApp81

{

public class TableItem

{

public int value;

public string lex;

public TableItem next;

public TableItem(int v, string s, TableItem t)

{

value = v;

lex = s;

next = t;

}

}

public class THashTable

{

public List<TableItem> arrFHashTable = new List<TableItem>();

public int intFHashIndex;

static int tableSize = 20;

public THashTable()

{

Init(tableSize);

}

public void Init(int count)

{

arrFHashTable.Clear();

Resize(arrFHashTable, count);

}

static void Resize(List<TableItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new TableItem(0, "", null));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

int HashFunction(string strALexicalUnit)

{

int h = 0;

for (int i = 0, l = strALexicalUnit.Length; i < l; i++)

{

h += strALexicalUnit[i];

}

return h % tableSize;

}

public void HashIndex(string strALexicalUnit)

{

int h = HashFunction(strALexicalUnit);

intFHashIndex = h;

}

public bool SearchLexicalUnit(string strAlexicalUnit, ref int intALexicalCode)

{

HashIndex(strAlexicalUnit);

if (arrFHashTable[intFHashIndex].lex == "") return false;

else

{

intALexicalCode = arrFHashTable[intFHashIndex].value;

return true;

}

}

public bool ChangeLexicalUnit(string strPrevUnit, string strNewUnit)

{

HashIndex(strPrevUnit);

TableItem item = arrFHashTable[intFHashIndex];

while (item.next != null && item.lex != strPrevUnit)

{

item = item.next;

}

if (item.lex == strPrevUnit)

{

item.lex = strNewUnit;

}

return false;

}

public bool AddLexicalUnit(string strALexicalUnit, ref int intALexicalCode)

{

HashIndex(strALexicalUnit);

intALexicalCode = intFHashIndex;

TableItem item = arrFHashTable[intFHashIndex];

TableItem prev = arrFHashTable[intFHashIndex];

bool exist = false;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

while (prev.next != null)

{

prev = prev.next;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

}

if (!exist)

{

if (item.lex == prev.lex && item.lex == "")

{

item.value = intALexicalCode;

item.lex = strALexicalUnit;

}

else

{

TableItem newItem = new TableItem(intALexicalCode, strALexicalUnit, null);

prev.next = newItem;

}

return true;

}

return false;

}

public bool DeleteLexicalUnit(string strALexicalUnit)

{

HashIndex(strALexicalUnit);

int indx = intFHashIndex;

if (arrFHashTable[indx] != null)

{

TableItem item = arrFHashTable[indx];

while (item.next != null && item.lex != strALexicalUnit)

{

item = item.next;

}

if (item.lex == strALexicalUnit)

{

if (item.next == null)

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

prev.next = null;

item.value = 0;

item.lex = "";

}

else

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

item.value = 0;

item.lex = "";

prev.next = item.next;

}

return true;

}

}

return false;

}

public void GetLexicalUnitList(ref List<string> sList)

{

for (int i = 0; i < tableSize; i++)

{

TableItem item = arrFHashTable[i];

while (item != null)

{

if (item.lex != "")

{

sList.Add($"{item.lex}");

}

item = item.next;

}

}

}

}

}

**HashTablesList.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp81

{

public class CHashTableList

{

private List<THashTable> arrFHashTableList = new List<THashTable>();

private byte byteFTablesSize;

public CHashTableList(byte byteATableCount)

{

this.byteFTablesSize = byteATableCount;

for (int i = 0; i < byteATableCount; i++)

{

arrFHashTableList.Add(new THashTable());

}

}

public bool SearchLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].SearchLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool AddLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].AddLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool ChangeLexicalUnit(string strALexicalUnit, byte byteATable, string newLexUnit)

{

int d = 0;

arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

return arrFHashTableList[byteATable].AddLexicalUnit(newLexUnit, ref d);

}

public bool DeleteLexicalUnit(string strALexicalUnit, byte byteATable)

{

return arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

}

public void TableToStringList(byte byteATable, List<string> sList)

{

arrFHashTableList[byteATable].GetLexicalUnitList(ref sList);

}

public int GetHashIndex(byte Table)

{

return arrFHashTableList[Table].intFHashIndex;

}

}

}

**THeap.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp81

{

public struct THeapItem

{

public string strFLexicalUnit;

public byte byteFHashTable;

public int intFHashIndex;

public THeapItem(string strALexicalUnit, byte byteATable, int intAHashIndex)

{

strFLexicalUnit = strALexicalUnit;

byteFHashTable = byteATable;

intFHashIndex = intAHashIndex;

}

}

public class THeap

{

public List<THeapItem> arrFHeapTable = new List<THeapItem>();

private List<int> arrFDeleted = new List<int>();

private int intFFreeItem;

bool boolIsSaved;

bool boolIsLoaded;

public bool boolPIsSaved { get { return boolIsSaved; } }

public bool boolPIsLoaded { get { return boolIsLoaded; } }

public int intPFreeItem { get { return intFFreeItem; } }

public THeap()

{

Init();

intFFreeItem = 1;

}

protected void Init()

{

arrFDeleted.Clear();

arrFHeapTable.Clear();

int cnt = 4;

Resize(arrFHeapTable, cnt);

}

static void Resize(List<THeapItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new THeapItem("", 0, 0));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<int> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new Int32());

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<char> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add('0');

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

public void Expansion()

{

int cardVSize = arrFHeapTable.Count;

cardVSize = cardVSize + cardVSize % 10 + 1;

Resize(arrFHeapTable, cardVSize);

Resize(arrFHeapTable, cardVSize);

}

public void AddLexicalUnit(string strALexicalUnit, byte byteAHashTable, int cardAHashIndex, ref int cardALexicalCode)

{

int intVIndex;

if (arrFDeleted.Count == 0)

{

intVIndex = intFFreeItem;

intFFreeItem++;

if (intFFreeItem >= (Int32)(arrFHeapTable.Count \* 0.9))

Expansion();

}

else

{

intVIndex = arrFDeleted[arrFDeleted.Count - 1];

Resize(arrFDeleted, arrFDeleted.Count - 1);

}

THeapItem Item = arrFHeapTable[intVIndex];

Item.strFLexicalUnit = strALexicalUnit;

Item.byteFHashTable = byteAHashTable;

Item.intFHashIndex = cardAHashIndex;

arrFHeapTable[intVIndex] = Item;

cardALexicalCode = intVIndex;

}

public void DeleteLexicalUnit(int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, i + 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = "";

Item.byteFHashTable = 0;

Item.intFHashIndex = 0;

}

public void UpdateLexicalUnit(string strALexicalUnit, int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, arrFDeleted.Count - 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = strALexicalUnit;

}

public void Save(ref StreamWriter sw)

{

try

{

for (int i = 1; i < arrFHeapTable.Count; i++) //type?

{

if (arrFHeapTable[i].strFLexicalUnit == "")

break;

sw.Write(arrFHeapTable[i].strFLexicalUnit + "\t");

sw.Write(arrFHeapTable[i].byteFHashTable.ToString() + "\t");

sw.WriteLine(arrFHeapTable[i].intFHashIndex.ToString());

}

boolIsSaved = true;

}

catch (Exception) { boolIsSaved = false; }

}

public void Load(ref StreamReader sr)

{

try

{

Init();

int size = arrFHeapTable.Count;

int readSz = 0;

while (true)

{

string line = sr.ReadLine();

if (line == null)

break;

if (++readSz >= size)

{

size \*= 2;

Resize(arrFHeapTable, size);

}

char[] delim = { '\t'/\*,'\n'\*/ };

string[] lines = line.Split(delim);

THeapItem it = arrFHeapTable[readSz];

it.strFLexicalUnit = lines[0];

it.byteFHashTable = Convert.ToByte(lines[1]);

it.intFHashIndex = Convert.ToInt32(lines[2]);

arrFHeapTable[readSz] = it;

}

intFFreeItem = readSz + 1;

boolIsLoaded = true;

}

catch (InvalidCastException)

{ boolIsLoaded = false; }

}

THeapItem GetItem(int i)

{

if (i >= arrFHeapTable.Count)

{

MessageBox.Show("GetИндекс кучи вышел за диапазон!");

THeapItem Item = new THeapItem("", 0, 0);

return Item;

}

else return arrFHeapTable[i];

}

void SetItem(int i, THeapItem NewItem)

{

if (i >= arrFHeapTable.Count)

MessageBox.Show("SetИндекс кучи вышел за диапазон!");

else arrFHeapTable[i] = NewItem;

}

public void HeapTableView(List<string> sList)

{

for (int i = 0; i < arrFHeapTable.Count; i++)

sList.Add(arrFHeapTable[i].strFLexicalUnit);

}

}

}

**uLex.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp81

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma, lxmText, lxmtz, lxmdt, lxmr, lxmrs, lxmls };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

private List<string> uniqueIdentifiers = new List<string>();

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public class VariableDeclaration // ДОБАВЛЕНО: Класс для представления объявления переменной с атрибутом isUnique

{

public string Identifier;

public bool isUnique = true; // ИЗМЕНЕНО: по умолчанию считаем идентификатор уникальным

public VariableDeclaration(string identifier)

{

Identifier = identifier;

}

}

public List<VariableDeclaration> IdentifierList = new List<VariableDeclaration>(); // ДОБАВЛЕНО: Список для хранения идентификаторов

private bool CheckIdentifierUniqueness(string identifier) // ДОБАВЛЕНО: Проверка уникальности идентификатора

{

foreach (var declaration in IdentifierList)

{

if (declaration.Identifier == identifier)

{

declaration.isUnique = false;

return false;

}

}

return true;

}

public void GetSymbol() //метод класса лексический анализатор

{

intFSourceColSelection++; // продвигаем номер колонки

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == ';' || chrFSelection == ',' || chrFSelection == '[' || chrFSelection == ']' || chrFSelection == '=' || chrFSelection == ':') enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow)

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter:

{

// a b c d

// A | B | B | B | B |

// B | C | | | |

// C | |DFin| | |

// DFin|DFin|DFin|DFin|DFin|

A:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto B;

}

else throw new Exception("Ошибка");

}

B:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto C;

}

else throw new Exception("Вторым символом должен быть 'a'");

}

C:

{

if (chrFSelection == 'b')

{

TakeSymbol();

goto DFin;

}

else throw new Exception("Третьим символом должен быть 'b'");

}

DFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto DFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit:

{

// 0 1

// A | BC | |

// BC | E | D |

// D | | A |

// E | FFin| |

// FFin| G | |

// G | H | |

// H | |FFin |

A:

if (chrFSelection == '0')

{

TakeSymbol();

goto BC;

}

else throw new Exception("Ожидался 0 #1");

BC:

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1 #2");

D:

if (chrFSelection == '1')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидалась 1 #3");

E:

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0 #4");

FFin:

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit) { enumFToken = TToken.lxmNumber; return; }

else throw new Exception("Ожидался 0 #5");

G:

if (chrFSelection == '0')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидался 0 #6");

H:

if (chrFSelection == '1')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидалась 1 #7");

}

case TCharType.ReservedSymbol:

{

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

GetSymbol();

}

GetSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

TakeSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

TakeSymbol();

return;

}

if (chrFSelection == '[')

{

enumFToken = TToken.lxmls;

TakeSymbol();

return;

}

if (chrFSelection == ']')

{

enumFToken = TToken.lxmrs;

TakeSymbol();

return;

}

if (chrFSelection == ',')

{

enumFToken = TToken.lxmComma;

TakeSymbol();

return;

}

if (chrFSelection == ':')

{

enumFToken = TToken.lxmdt;

TakeSymbol();

return;

}

if (chrFSelection == ';')

{

enumFToken = TToken.lxmtz;

TakeSymbol();

return;

}

if (chrFSelection == '=')

{

enumFToken = TToken.lxmr;

TakeSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

**uSyntAnalyzer.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using WindowsFormsApp81;

using WinFormsApp2;

using static System.Windows.Forms.VisualStyles.VisualStyleElement.TextBox;

namespace WindowsFormsApp81

{

class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public TToken firstToken;

public TreeView tree;

public void S() /\* Создает узел "S" и добавляет его в дерево tree.

Вызывает метод K(parent) для обработки поддерева K.

Проверяет, если текущий токен enumPToken является lxmtz, добавляет узел с текущей лексемой в дерево и вызывает метод C(parent).

В случае, если следующий токен не lxmtz, генерирует исключение. \*/

{

TreeNode parent = new TreeNode("S");

tree.Nodes.Add(parent);

K(parent);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

C(parent);

}

throw new Exception("Конец слова, текст верный. Для продолжения ожидается ;");

}

public void C(TreeNode hParent) /\* Создает узел "C" и добавляет его к родительскому узлу hParent.

Проверяет, если текущий токен enumPToken является lxmtz.

Если условие выполняется, добавляет узел с текущей лексемой в дерево, обновляет токен и вызывает метод K(parent).

Затем проверяет, если текущий токен снова lxmtz, добавляет узел с текущей лексемой и вызывает рекурсивно сам себя - C(parent). \*/

{

TreeNode parent = new TreeNode("C");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

firstToken = (TToken)(1 - (int)Lex.enumPToken);

K(parent);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

C(parent);

}

}

}

public void K(TreeNode hParent) /\* Создает узел "K" и добавляет его к родительскому узлу hParent.

Вызывает метод O(parent).

Проверяет, если текущий токен enumPToken является lxmIdentifier, добавляет узел с текущей лексемой в дерево, обновляет токен и вызывает методы R(parent) и A(parent).

В случае, если текущий токен не lxmIdentifier, генерирует исключение "Ожидался идентификатор". \*/

{

TreeNode parent = new TreeNode("K");

hParent.Nodes.Add(parent);

O(parent);

if (Lex.enumPToken == TToken.lxmIdentifier)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

R(parent);

if (Lex.enumPToken == TToken.lxmComma)

{

TreeNode parent\_3 = new TreeNode(",");

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

A(parent);

}

else throw new Exception("Ожидалась ,");

}

}

public void O(TreeNode hParent) /\* Создает узел "O" и добавляет его к родительскому узлу hParent.

Проверяет, если текущий тип символа enumFSelectionCharType - буква. Если да, добавляет узел с текущей лексемой в дерево и обновляет токен. \*/

{

TreeNode parent = new TreeNode("O");

hParent.Nodes.Add(parent);

if (Lex.enumFSelectionCharType == TCharType.Letter)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

}

}

public void R(TreeNode hParent) /\* Создает узел "O" и добавляет его к родительскому узлу hParent.

Проверяет, если текущий тип символа enumFSelectionCharType - буква. Если да, добавляет узел с текущей лексемой в дерево и обновляет токен. \*/

{

TreeNode parent = new TreeNode("R");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmNumber)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

}

else throw new Exception("Ожидался идентификатор (прим. 000)");

}

public void A(TreeNode hParent) /\* Создает узел "A" и добавляет его к родительскому узлу hParent.

Проверяет, если текущий токен enumPToken является lxmNumber или lxmIdentifier, добавляет узел с текущей лексемой в дерево и обновляет токен.

После этого проверяет, если следующий токен снова lxmNumber или lxmIdentifier, генерирует исключение "Ожидалась ;".

В противном случае, генерирует исключение "Ожидался идентификатор (aab или 000)". \*/

{

TreeNode parent = new TreeNode("A");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

throw new Exception("Ожидалась ;");

}

}

else throw new Exception("Ожидался идентификатор (aab или 000)");

}

}

}

**Результат:**
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**![](data:image/png;base64,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)**

**Лабораторная работа № 6. Разработка генератора (2 часа)**

**Задание:**

1. Перевести все числа в десятичное представление.

2. Выполнить вывод исходного текста в структурированном виде.

**Краткое теоретическое обоснование:**

TreeView - это виджет (компонент пользовательского интерфейса) в графических пользовательских интерфейсах (GUI), который используется для отображения и управления иерархическими данными в виде древовидной структуры. В структурированном представлении TreeView узлы дерева могут быть организованы и иерархически связаны между собой.

Элементы структурированного представления TreeView:

1. **Узлы:** Каждый узел представляет собой элемент в дереве и может содержать данные и/или другие дочерние узлы.
2. **Дерево:** Совокупность всех узлов и их отношений между собой формирует дерево, которое отображается в виде иерархической структуры.
3. **Разделители и иконки:** TreeView обычно использует разделители для отображения уровней вложенности и иконки для обозначения типа узлов (например, папки или файлы).

Структурированный TreeView может использоваться для представления различных типов данных, таких как файловая система, структуры документов, иерархии каталогов и многое другое. Пользователи могут разворачивать и сворачивать ветви дерева для просмотра и управления данными.

Разработка генератора относится к созданию программного инструмента, который генерирует код или другой выходной результат на основе некоторых исходных данных или спецификаций. Генераторы могут использоваться для автоматизации и упрощения процессов разработки, а также для создания кода или документации. Она включает:

1. Определение исходных данных или спецификаций, на основе которых будет производиться генерация.
2. Создание алгоритма или логики генерации.
3. Разработка генератора, который реализует этот алгоритм.
4. Тестирование и отладка генератора.
5. Интеграция генератора в рабочий процесс разработки или другой инструмент.

Генераторы могут быть написаны на различных языках программирования и часто используются в разработке программного обеспечения, чтобы сократить рутинную работу и обеспечить согласованность и точность в выходных данных.

**Код программы:**

**Form1.cs:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using WinFormsApp2;

using static System.Windows.Forms.VisualStyles.VisualStyleElement;

namespace WindowsFormsApp81

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3);

public Form1()

{

InitializeComponent();

int n = tbFSource.Lines.Length;

tbFSource.Text = "aab000,aabc";

}

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

Generator gen = new Generator();

gen.ViewTree(treeView1);

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void button1\_Click(object sender, EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 0);

}

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 1);

}

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 2);

}

listTable.Clear();

}

public void TablesToMemoForChange(object sender, System.EventArgs e, TToken token, int index, int b)

{

List<string> listTable = new List<string>();

CLex Lex = new CLex();

switch (token)

{

case TToken.lxmIdentifier:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox1.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

break;

}

case TToken.lxmNumber:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

break;

}

default:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox3.Items.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

break;

}

}

}

private void btnFEdit\_Click(object sender, EventArgs e)

{

int index = FindElement(word\_for\_change\_textBox, true);

CLex Lex = new CLex();

Lex.strPSource = word\_to\_replace\_textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = word\_to\_replace\_textBox.TextLength;

int y = word\_to\_replace\_textBox.Lines.Length;

tbFMessage.Text = "";

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmIdentifier, index, b);

}

break;

}

case TToken.lxmNumber:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmNumber, index, b);

}

break;

}

default:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemoForChange(this, e, Lex.enumPToken, index, b);

}

break;

}

}

}

}

catch (Exception exc)

{

word\_to\_replace\_textBox.Select();

word\_to\_replace\_textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += word\_to\_replace\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

word\_to\_replace\_textBox.SelectionLength = n;

}

}

private void btnFFind\_Click(object sender, EventArgs e)

{

try

{

if (tbFFind.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox2.Items[i].ToString().Contains(tbFFind.Text))

{

listBox2.SelectedIndex = i;

return;

}

}

}

else if (tbFFind.Text.Equals(",") || tbFFind.Text.Equals(";"))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox3.Items[i].ToString().Contains(tbFFind.Text))

{

listBox3.SelectedIndex = i;

return;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString().Contains(tbFFind.Text))

{

listBox1.SelectedIndex = i;

return;

}

}

}

}

catch

{

throw new Exception("123");

}

}

private void btnFCheck\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.tree = treeView1;

Synt.tree\_2 = treeView2;

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

//throw new Exception("Текст верный");

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private int FindElement(System.Windows.Forms.TextBox txtBox, bool return\_index)

{

if (txtBox != null)

{

if (txtBox.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox2.Items.Count; i++)

{

if (listBox2.Items[i].ToString() == txtBox.Text)

{

listBox2.SelectedIndex = i;

return i;

}

}

}

else if (txtBox.Text.Equals(",") || txtBox.Text.Equals("[") || txtBox.Text.Equals("]") || txtBox.Text.Equals("=") ||

txtBox.Text.Equals(":") || txtBox.Text.Equals(")") || txtBox.Text.Equals("(") || txtBox.Text.Equals("!"))

{

for (int i = 0; i < listBox3.Items.Count; i++)

{

if (listBox3.Items[i].ToString() == txtBox.Text)

{

listBox3.SelectedIndex = i;

return i;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString() == txtBox.Text)

{

listBox1.SelectedIndex = i;

return i;

}

}

}

}

return -1;

}

private void special\_characters\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox3.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox2.SelectedIndex = -1;

}

private void numbers\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox2.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void words\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox1.SelectedItem?.ToString();

listBox2.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void delete(System.Windows.Forms.TextBox textBox, System.Windows.Forms.TextBox word\_to\_replace = null, TToken token = TToken.lxmEmpty)

{

int index = FindElement(textBox, true);

CLex Lex = new CLex();

Lex.strPSource = textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = textBox.TextLength;

int y = textBox.Lines.Length;

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

if (token == TToken.lxmEmpty)

{

Lex.NextToken();

token = Lex.enumPToken;

}

switch (token)

{

case TToken.lxmIdentifier:

{

listBox1.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 0);

break;

}

case TToken.lxmNumber:

{

listBox2.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 1);

break;

}

default:

{

listBox3.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 2); break;

}

}

}

}

catch (Exception exc)

{

textBox.Select();

textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += del\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

textBox.SelectionLength = n;

}

textBox.Text = "";

if (word\_to\_replace != null) word\_to\_replace.Text = "";

}

}

}

**Generator.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WinFormsApp2

{

class Generator

{

public List<string> ViewTree(TreeView tree, bool edit = true)

{

List<string> treeContent = new List<string>();

foreach (TreeNode node in tree.Nodes)

{

treeContent.AddRange(ViewNode(node, edit));

}

return treeContent;

}

public List<string> ViewNode(TreeNode node, bool edit)

{

List<string> nodeContent = new List<string>();

foreach (TreeNode child in node.Nodes)

{

nodeContent.AddRange(ViewNode(child, edit));

}

if (edit)

{

int value = -1;

if (int.TryParse(node.Text, out value))

{

int newValue = ConvertToBase10(value);

node.Text = newValue.ToString();

}

}

nodeContent.Add(node.Text);

return nodeContent;

}

// перевод чисел в десятичную СС

public int ConvertToBase10(int num)

{

int k = 0;

for (int i = 0; i < num.ToString().Length; i++)

{

int r = num.ToString().Length - i;

int v = num.ToString()[i] == '1' ? 1 : 0;

k += (int)Math.Pow(2, r - 1) \* v;

}

return k;

}

public void Restruct(RichTextBox box, TreeView tree)

{

box.Clear();

List<string> treeContent = ViewTree(tree, false);

int depth = 0;

foreach (string s in treeContent)

{

if (s.Length > 0 && !(s[0] == ',' && !(s[0] >= 'A' && s[0] <= 'Z')))

{

for (int i = 0; i < depth; i++)

{

box.Text += "\t";

}

}

if (s.Length > 1)

{

box.Text += s;

}

else

{

if (s.Length == 1)

{

if (s[0] == '(')

{

box.Text += s;

box.Text += '\n';

depth++;

}

else if (s[0] == ')')

{

box.Text += s;

box.Text += '\n';

depth--;

}

else if (s[0] == ',')

{

box.Text += s;

box.Text += '\n';

}

else if (s[0] >= 'A' && s[0] <= 'Z')

{

}

else

{

box.Text += s;

}

}

}

}

}

}

}

**uSyntAnalyzer.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using WindowsFormsApp81;

using static System.Windows.Forms.VisualStyles.VisualStyleElement.TextBox;

namespace WindowsFormsApp81

{

class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public TToken firstToken;

public TreeView tree;

public TreeView tree\_2; // TreeView для вывода в структурированном виде

public void S() /\* Создает узел "S" и добавляет его в дерево tree.

- Добавляет узел с текущей лексемой в дерево tree\_2.

- Добавляет узел с текущей лексемой в дерево "S".

- Вызывает метод K для обработки поддерева K.

- Проверяет, если текущий токен является lxmtz, добавляет узел с текущей лексемой в дерево tree\_2 и "S", и вызывает метод C.

- В случае, если следующий токен не lxmtz, генерирует исключение "Конец слова, текст верный. Для продолжения ожидается ;". \*/

{

TreeNode parent = new TreeNode("S");

tree.Nodes.Add(parent);

tree\_2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

K(parent, tree\_2);

if (Lex.enumPToken == TToken.lxmtz)

{

tree\_2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

C(parent, tree\_2);

}

throw new Exception("Конец слова, текст верный. Для продолжения ожидается ;");

}

public void C(TreeNode hParent, TreeView hParent2) /\* - Создает узел "C" и добавляет его к родительскому узлу hParent в дереве tree.

- Проверяет, если текущий токен является lxmtz.

- Если условие выполняется, добавляет узел с текущей лексемой в дерево tree\_2 и "C", обновляет токен и вызывает метод K.

- Затем проверяет, если текущий токен снова lxmtz, добавляет узел с текущей лексемой в дерево tree\_2 и "C", и вызывает рекурсивно сам себя - C. \*/

{

TreeNode parent = new TreeNode("C");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

firstToken = (TToken)(1 - (int)Lex.enumPToken);

K(parent, hParent2);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

C(parent, hParent2);

}

}

}

public void K(TreeNode hParent, TreeView hParent2) /\* - Создает узел "K" и добавляет его к родительскому узлу hParent в дереве tree.

- Вызывает метод O.

- Проверяет, если текущий токен является lxmIdentifier, добавляет узел с текущей лексемой в дерево tree\_2 и "K", обновляет токен и вызывает методы R и A.

- В случае, если текущий токен не lxmIdentifier, генерирует исключение "Ожидался идентификатор". \*/

{

TreeNode parent = new TreeNode("K");

hParent.Nodes.Add(parent);

O(parent, hParent2);

if (Lex.enumPToken == TToken.lxmIdentifier)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

R(parent, hParent2);

if (Lex.enumPToken == TToken.lxmComma)

{

TreeNode parent\_3 = new TreeNode(","); // добавляем новый node если следующий токен == “,”

hParent2.Nodes.Add(parent\_3);

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

A(parent, parent\_3);

}

else throw new Exception("Ожидалась ,");

}

}

public void O(TreeNode hParent, TreeView hParent2) /\* - Создает узел "O" и добавляет его к родительскому узлу hParent в дереве tree.

- Проверяет, если текущий тип символа - буква. Если да, добавляет узел с текущей лексемой в дерево tree\_2 и "O", и обновляет токен. \*/

{

TreeNode parent = new TreeNode("O");

hParent.Nodes.Add(parent);

if (Lex.enumFSelectionCharType == TCharType.Letter)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

}

}

public void R(TreeNode hParent, TreeView hParent2) /\* - Создает узел "R" и добавляет его к родительскому узлу hParent в дереве tree.

- Проверяет, если текущий токен является lxmNumber, добавляет узел с текущей лексемой в дерево tree\_2 и "R", и обновляет токен.

- В случае, если текущий токен не lxmNumber, генерирует исключение "Ожидался идентификатор (прим. 000)".

\*/

{

TreeNode parent = new TreeNode("R");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmNumber)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

}

else throw new Exception("Ожидался идентификатор (прим. 000)");

}

public void A(TreeNode hParent, TreeNode hParent2) /\* - Создает узел "A" и добавляет его к родительскому узлу hParent в дереве tree.

- Проверяет, если текущий токен является lxmNumber или lxmIdentifier, добавляет узел с текущей лексемой в дерево tree\_2 и "A", и обновляет токен.

- После этого проверяет, если следующий токен снова lxmNumber или lxmIdentifier, генерирует исключение "Ожидалась ;".

- В противном случае, генерирует исключение "Ожидался идентификатор (aab или 000)". \*/

{

TreeNode parent = new TreeNode("A");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

throw new Exception("Ожидалась ;");

}

}

else throw new Exception("Ожидался идентификатор (aab или 000)");

}

}

}

**uLex.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp81

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma, lxmText, lxmtz, lxmdt, lxmr, lxmrs, lxmls };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

private List<string> uniqueIdentifiers = new List<string>();

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

intFSourceColSelection++; // продвигаем номер колонки

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == ';' || chrFSelection == ',' || chrFSelection == '[' || chrFSelection == ']' || chrFSelection == '=' || chrFSelection == ':') enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow)

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter:

{

// a b c d

// A | B | B | B | B |

// B | C | | | |

// C | |DFin| | |

// DFin|DFin|DFin|DFin|DFin|

A:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto B;

}

else throw new Exception("Ошибка");

}

B:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto C;

}

else throw new Exception("Вторым символом должен быть 'a'");

}

C:

{

if (chrFSelection == 'b')

{

TakeSymbol();

goto DFin;

}

else throw new Exception("Третьим символом должен быть 'b'");

}

DFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto DFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit:

{

// 0 1

// A | BC | |

// BC | E | D |

// D | | A |

// E | FFin| |

// FFin| G | |

// G | H | |

// H | |FFin |

A:

if (chrFSelection == '0')

{

TakeSymbol();

goto BC;

}

else throw new Exception("Ожидался 0 #1");

BC:

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1 #2");

D:

if (chrFSelection == '1')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидалась 1 #3");

E:

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0 #4");

FFin:

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit) { enumFToken = TToken.lxmNumber; return; }

else throw new Exception("Ожидался 0 #5");

G:

if (chrFSelection == '0')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидался 0 #6");

H:

if (chrFSelection == '1')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидалась 1 #7");

}

case TCharType.ReservedSymbol:

{

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

GetSymbol();

}

GetSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

TakeSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

TakeSymbol();

return;

}

if (chrFSelection == '[')

{

enumFToken = TToken.lxmls;

TakeSymbol();

return;

}

if (chrFSelection == ']')

{

enumFToken = TToken.lxmrs;

TakeSymbol();

return;

}

if (chrFSelection == ',')

{

enumFToken = TToken.lxmComma;

TakeSymbol();

return;

}

if (chrFSelection == ':')

{

enumFToken = TToken.lxmdt;

TakeSymbol();

return;

}

if (chrFSelection == ';')

{

enumFToken = TToken.lxmtz;

TakeSymbol();

return;

}

if (chrFSelection == '=')

{

enumFToken = TToken.lxmr;

TakeSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

**HashTables.cs:**

using System;

using System.Collections.Generic;

using System.IO;

using System.Windows.Forms;

using System.Linq;

namespace WindowsFormsApp81

{

public class TableItem

{

public int value;

public string lex;

public TableItem next;

public TableItem(int v, string s, TableItem t)

{

value = v;

lex = s;

next = t;

}

}

public class THashTable

{

public List<TableItem> arrFHashTable = new List<TableItem>();

public int intFHashIndex;

static int tableSize = 20;

public THashTable()

{

Init(tableSize);

}

public void Init(int count)

{

arrFHashTable.Clear();

Resize(arrFHashTable, count);

}

static void Resize(List<TableItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new TableItem(0, "", null));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

int HashFunction(string strALexicalUnit)

{

int h = 0;

for (int i = 0, l = strALexicalUnit.Length; i < l; i++)

{

h += strALexicalUnit[i];

}

return h % tableSize;

}

public void HashIndex(string strALexicalUnit)

{

int h = HashFunction(strALexicalUnit);

intFHashIndex = h;

}

public bool SearchLexicalUnit(string strAlexicalUnit, ref int intALexicalCode)

{

HashIndex(strAlexicalUnit);

if (arrFHashTable[intFHashIndex].lex == "") return false;

else

{

intALexicalCode = arrFHashTable[intFHashIndex].value;

return true;

}

}

public bool ChangeLexicalUnit(string strPrevUnit, string strNewUnit)

{

HashIndex(strPrevUnit);

TableItem item = arrFHashTable[intFHashIndex];

while (item.next != null && item.lex != strPrevUnit)

{

item = item.next;

}

if (item.lex == strPrevUnit)

{

item.lex = strNewUnit;

}

return false;

}

public bool AddLexicalUnit(string strALexicalUnit, ref int intALexicalCode)

{

HashIndex(strALexicalUnit);

intALexicalCode = intFHashIndex;

TableItem item = arrFHashTable[intFHashIndex];

TableItem prev = arrFHashTable[intFHashIndex];

bool exist = false;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

while (prev.next != null)

{

prev = prev.next;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

}

if (!exist)

{

if (item.lex == prev.lex && item.lex == "")

{

item.value = intALexicalCode;

item.lex = strALexicalUnit;

}

else

{

TableItem newItem = new TableItem(intALexicalCode, strALexicalUnit, null);

prev.next = newItem;

}

return true;

}

return false;

}

public bool DeleteLexicalUnit(string strALexicalUnit)

{

HashIndex(strALexicalUnit);

int indx = intFHashIndex;

if (arrFHashTable[indx] != null)

{

TableItem item = arrFHashTable[indx];

while (item.next != null && item.lex != strALexicalUnit)

{

item = item.next;

}

if (item.lex == strALexicalUnit)

{

if (item.next == null)

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

prev.next = null;

item.value = 0;

item.lex = "";

}

else

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

item.value = 0;

item.lex = "";

prev.next = item.next;

}

return true;

}

}

return false;

}

public void GetLexicalUnitList(ref List<string> sList)

{

for (int i = 0; i < tableSize; i++)

{

TableItem item = arrFHashTable[i];

while (item != null)

{

if (item.lex != "")

{

sList.Add($"{item.lex}");

}

item = item.next;

}

}

}

}

}

**HashTablesList.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp81

{

public class CHashTableList

{

private List<THashTable> arrFHashTableList = new List<THashTable>();

private byte byteFTablesSize;

public CHashTableList(byte byteATableCount)

{

this.byteFTablesSize = byteATableCount;

for (int i = 0; i < byteATableCount; i++)

{

arrFHashTableList.Add(new THashTable());

}

}

public bool SearchLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].SearchLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool AddLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].AddLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool ChangeLexicalUnit(string strALexicalUnit, byte byteATable, string newLexUnit)

{

int d = 0;

arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

return arrFHashTableList[byteATable].AddLexicalUnit(newLexUnit, ref d);

}

public bool DeleteLexicalUnit(string strALexicalUnit, byte byteATable)

{

return arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

}

public void TableToStringList(byte byteATable, List<string> sList)

{

arrFHashTableList[byteATable].GetLexicalUnitList(ref sList);

}

public int GetHashIndex(byte Table)

{

return arrFHashTableList[Table].intFHashIndex;

}

}

}

**THeap.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp81

{

public struct THeapItem

{

public string strFLexicalUnit;

public byte byteFHashTable;

public int intFHashIndex;

public THeapItem(string strALexicalUnit, byte byteATable, int intAHashIndex)

{

strFLexicalUnit = strALexicalUnit;

byteFHashTable = byteATable;

intFHashIndex = intAHashIndex;

}

}

public class THeap

{

public List<THeapItem> arrFHeapTable = new List<THeapItem>();

private List<int> arrFDeleted = new List<int>();

private int intFFreeItem;

bool boolIsSaved;

bool boolIsLoaded;

public bool boolPIsSaved { get { return boolIsSaved; } }

public bool boolPIsLoaded { get { return boolIsLoaded; } }

public int intPFreeItem { get { return intFFreeItem; } }

public THeap()

{

Init();

intFFreeItem = 1;

}

protected void Init()

{

arrFDeleted.Clear();

arrFHeapTable.Clear();

int cnt = 4;

Resize(arrFHeapTable, cnt);

}

static void Resize(List<THeapItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new THeapItem("", 0, 0));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<int> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new Int32());

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<char> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add('0');

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

public void Expansion()

{

int cardVSize = arrFHeapTable.Count;

cardVSize = cardVSize + cardVSize % 10 + 1;

Resize(arrFHeapTable, cardVSize);

Resize(arrFHeapTable, cardVSize);

}

public void AddLexicalUnit(string strALexicalUnit, byte byteAHashTable, int cardAHashIndex, ref int cardALexicalCode)

{

int intVIndex;

if (arrFDeleted.Count == 0)

{

intVIndex = intFFreeItem;

intFFreeItem++;

if (intFFreeItem >= (Int32)(arrFHeapTable.Count \* 0.9))

Expansion();

}

else

{

intVIndex = arrFDeleted[arrFDeleted.Count - 1];

Resize(arrFDeleted, arrFDeleted.Count - 1);

}

THeapItem Item = arrFHeapTable[intVIndex];

Item.strFLexicalUnit = strALexicalUnit;

Item.byteFHashTable = byteAHashTable;

Item.intFHashIndex = cardAHashIndex;

arrFHeapTable[intVIndex] = Item;

cardALexicalCode = intVIndex;

}

public void DeleteLexicalUnit(int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, i + 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = "";

Item.byteFHashTable = 0;

Item.intFHashIndex = 0;

}

public void UpdateLexicalUnit(string strALexicalUnit, int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, arrFDeleted.Count - 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = strALexicalUnit;

}

public void Save(ref StreamWriter sw)

{

try

{

for (int i = 1; i < arrFHeapTable.Count; i++) //type?

{

if (arrFHeapTable[i].strFLexicalUnit == "")

break;

sw.Write(arrFHeapTable[i].strFLexicalUnit + "\t");

sw.Write(arrFHeapTable[i].byteFHashTable.ToString() + "\t");

sw.WriteLine(arrFHeapTable[i].intFHashIndex.ToString());

}

boolIsSaved = true;

}

catch (Exception) { boolIsSaved = false; }

}

public void Load(ref StreamReader sr)

{

try

{

Init();

int size = arrFHeapTable.Count;

int readSz = 0;

while (true)

{

string line = sr.ReadLine();

if (line == null)

break;

if (++readSz >= size)

{

size \*= 2;

Resize(arrFHeapTable, size);

}

char[] delim = { '\t'/\*,'\n'\*/ };

string[] lines = line.Split(delim);

THeapItem it = arrFHeapTable[readSz];

it.strFLexicalUnit = lines[0];

it.byteFHashTable = Convert.ToByte(lines[1]);

it.intFHashIndex = Convert.ToInt32(lines[2]);

arrFHeapTable[readSz] = it;

}

intFFreeItem = readSz + 1;

boolIsLoaded = true;

}

catch (InvalidCastException)

{ boolIsLoaded = false; }

}

THeapItem GetItem(int i)

{

if (i >= arrFHeapTable.Count)

{

MessageBox.Show("GetИндекс кучи вышел за диапазон!");

THeapItem Item = new THeapItem("", 0, 0);

return Item;

}

else return arrFHeapTable[i];

}

void SetItem(int i, THeapItem NewItem)

{

if (i >= arrFHeapTable.Count)

MessageBox.Show("SetИндекс кучи вышел за диапазон!");

else arrFHeapTable[i] = NewItem;

}

public void HeapTableView(List<string> sList)

{

for (int i = 0; i < arrFHeapTable.Count; i++)

sList.Add(arrFHeapTable[i].strFLexicalUnit);

}

}

}

**Результат работы программы:**
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**Лабораторная работа № 7. Разработка контекстного анализатора**

**Задание:** для предложенного преподавателем варианта контекстного условия расширить атрибутную грамматику из лабораторной работы № 4 добавлением атрибутов, правил их вычисления, правил вычисления контекстных условий. Включить в программу синтаксического анализатора из лабораторной работы № 4 действия по вычислению атрибутов и проверки контекстных условий.

**Вариант 20:** все числа должны быть разными.

**Краткое теоретическое обоснование:**

Контекстный анализатор (иногда также называемый семантическим анализатором) является важным компонентом в процессе компиляции и анализа программных кодов. Его основная задача - проводить анализ программы после синтаксического анализа и проверять семантические правила языка. Разработка контекстного анализатора включает в себя несколько этапов:

1. **Определение семантических правил:** начните с определения семантических правил для вашего языка программирования. Семантические правила определяют, какие операции и действия разрешены в программе, и какие ограничения применяются к типам данных и выражениям.
2. **Аннотация синтаксического дерева:** в контекстном анализе сначала строится синтаксическое дерево (или абстрактное синтаксическое дерево) на основе синтаксического анализа. Синтаксическое дерево представляет собой иерархическую структуру программы. Затем синтаксическое дерево аннотируется семантической информацией. Это включает в себя привязку имен к их объявлениям (разрешение идентификаторов), вычисление типов данных выражений и другие проверки семантической корректности.
3. **Проверки семантических ошибок:** контекстный анализатор проводит проверки на наличие семантических ошибок в программе. Эти ошибки могут включать в себя попытку использования необъявленных переменных, присвоение значений переменным с неподходящими типами данных и другие нарушения семантических правил.
4. **Генерация семантического дерева или промежуточного представления:** после успешной проверки семантических правил, контекстный анализатор может сгенерировать семантическое дерево или промежуточное представление программы, которое будет использоваться для дальнейшего анализа и генерации кода.
5. **Проверка типов данных:** один из основных аспектов контекстного анализа - это проверка соответствия типов данных. Контекстный анализатор определяет типы данных выражений и операций, а также убеждается в их совместимости. Например, он проверяет, что операторы, применяемые к переменным или значениям, имеют совместимые типы.
6. **Проверка семантических правил:** контекстный анализатор применяет семантические правила языка программирования. Эти правила могут включать в себя ограничения на использование ключевых слов, операторов и структур данных.
7. **Выдача сообщений об ошибках:** контекстный анализатор генерирует сообщения об ошибках, если находит нарушения семантических правил. Эти сообщения об ошибках помогают разработчикам исправить проблемы в коде.

**Код программы:**

**Form1.cs:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using WinFormsApp2;

using static System.Windows.Forms.VisualStyles.VisualStyleElement;

namespace WindowsFormsApp81

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3);

public Form1()

{

InitializeComponent();

int n = tbFSource.Lines.Length;

tbFSource.Text = "aab000,aabc";

}

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

Generator gen = new Generator();

gen.ViewTree(treeView1);

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void button1\_Click(object sender, EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 0);

}

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 1);

}

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 2);

}

listTable.Clear();

}

public void TablesToMemoForChange(object sender, System.EventArgs e, TToken token, int index, int b)

{

List<string> listTable = new List<string>();

CLex Lex = new CLex();

switch (token)

{

case TToken.lxmIdentifier:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox1.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

break;

}

case TToken.lxmNumber:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

break;

}

default:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox3.Items.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

break;

}

}

}

private void btnFEdit\_Click(object sender, EventArgs e)

{

int index = FindElement(word\_for\_change\_textBox, true);

CLex Lex = new CLex();

Lex.strPSource = word\_to\_replace\_textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = word\_to\_replace\_textBox.TextLength;

int y = word\_to\_replace\_textBox.Lines.Length;

tbFMessage.Text = "";

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmIdentifier, index, b);

}

break;

}

case TToken.lxmNumber:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmNumber, index, b);

}

break;

}

default:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemoForChange(this, e, Lex.enumPToken, index, b);

}

break;

}

}

}

}

catch (Exception exc)

{

word\_to\_replace\_textBox.Select();

word\_to\_replace\_textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += word\_to\_replace\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

word\_to\_replace\_textBox.SelectionLength = n;

}

}

private void btnFFind\_Click(object sender, EventArgs e)

{

try

{

if (tbFFind.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox2.Items[i].ToString().Contains(tbFFind.Text))

{

listBox2.SelectedIndex = i;

return;

}

}

}

else if (tbFFind.Text.Equals(",") || tbFFind.Text.Equals(";"))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox3.Items[i].ToString().Contains(tbFFind.Text))

{

listBox3.SelectedIndex = i;

return;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString().Contains(tbFFind.Text))

{

listBox1.SelectedIndex = i;

return;

}

}

}

}

catch

{

throw new Exception("123");

}

}

private void btnFCheck\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.tree = treeView1;

Synt.tree\_2 = treeView2;

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

//throw new Exception("Текст верный");

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private int FindElement(System.Windows.Forms.TextBox txtBox, bool return\_index)

{

if (txtBox != null)

{

if (txtBox.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox2.Items.Count; i++)

{

if (listBox2.Items[i].ToString() == txtBox.Text)

{

listBox2.SelectedIndex = i;

return i;

}

}

}

else if (txtBox.Text.Equals(",") || txtBox.Text.Equals("[") || txtBox.Text.Equals("]") || txtBox.Text.Equals("=") ||

txtBox.Text.Equals(":") || txtBox.Text.Equals(")") || txtBox.Text.Equals("(") || txtBox.Text.Equals("!"))

{

for (int i = 0; i < listBox3.Items.Count; i++)

{

if (listBox3.Items[i].ToString() == txtBox.Text)

{

listBox3.SelectedIndex = i;

return i;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString() == txtBox.Text)

{

listBox1.SelectedIndex = i;

return i;

}

}

}

}

return -1;

}

private void special\_characters\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox3.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox2.SelectedIndex = -1;

}

private void numbers\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox2.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void words\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox1.SelectedItem?.ToString();

listBox2.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void delete(System.Windows.Forms.TextBox textBox, System.Windows.Forms.TextBox word\_to\_replace = null, TToken token = TToken.lxmEmpty)

{

int index = FindElement(textBox, true);

CLex Lex = new CLex();

Lex.strPSource = textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = textBox.TextLength;

int y = textBox.Lines.Length;

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

if (token == TToken.lxmEmpty)

{

Lex.NextToken();

token = Lex.enumPToken;

}

switch (token)

{

case TToken.lxmIdentifier:

{

listBox1.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 0);

break;

}

case TToken.lxmNumber:

{

listBox2.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 1);

break;

}

default:

{

listBox3.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 2); break;

}

}

}

}

catch (Exception exc)

{

textBox.Select();

textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += del\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

textBox.SelectionLength = n;

}

textBox.Text = "";

if (word\_to\_replace != null) word\_to\_replace.Text = "";

}

}

}

**Generator.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WinFormsApp2

{

class Generator

{

public List<string> ViewTree(TreeView tree, bool edit = true)

{

List<string> treeContent = new List<string>();

foreach (TreeNode node in tree.Nodes)

{

treeContent.AddRange(ViewNode(node, edit));

}

return treeContent;

}

public List<string> ViewNode(TreeNode node, bool edit)

{

List<string> nodeContent = new List<string>();

foreach (TreeNode child in node.Nodes)

{

nodeContent.AddRange(ViewNode(child, edit));

}

if (edit)

{

int value = -1;

if (int.TryParse(node.Text, out value))

{

int newValue = ConvertToBase10(value);

node.Text = newValue.ToString();

}

}

nodeContent.Add(node.Text);

return nodeContent;

}

public int ConvertToBase10(int num)

{

int k = 0;

for (int i = 0; i < num.ToString().Length; i++)

{

int r = num.ToString().Length - i;

int v = num.ToString()[i] == '1' ? 1 : 0;

k += (int)Math.Pow(2, r - 1) \* v;

}

return k;

}

public void Restruct(RichTextBox box, TreeView tree)

{

box.Clear();

List<string> treeContent = ViewTree(tree, false);

int depth = 0;

foreach (string s in treeContent)

{

if (s.Length > 0 && !(s[0] == ',' && !(s[0] >= 'A' && s[0] <= 'Z')))

{

for (int i = 0; i < depth; i++)

{

box.Text += "\t";

}

}

if (s.Length > 1)

{

box.Text += s;

}

else

{

if (s.Length == 1)

{

if (s[0] == '(')

{

box.Text += s;

box.Text += '\n';

depth++;

}

else if (s[0] == ')')

{

box.Text += s;

box.Text += '\n';

depth--;

}

else if (s[0] == ',')

{

box.Text += s;

box.Text += '\n';

}

else if (s[0] >= 'A' && s[0] <= 'Z')

{

}

else

{

box.Text += s;

}

}

}

}

}

}

}

**uSyntAnalyzer.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using WindowsFormsApp81;

using static System.Windows.Forms.VisualStyles.VisualStyleElement.TextBox;

namespace WindowsFormsApp81

{

class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public TToken firstToken;

public TreeView tree;

public TreeView tree\_2;

private bool IsIdentifierUnique(string identifier)

{

// Проходим по всем узлам в treeView

foreach (TreeNode node in tree.Nodes)

{

if (!IsIdentifierUniqueInNode(identifier, node))

{

return false; // Идентификатор неуникальный

}

}

return true; // Идентификатор уникален

}

private bool IsIdentifierUniqueInNode(string identifier, TreeNode node)

{

// Проверяем текущий узел

if (node.Text == identifier)

{

return false; // Найден неуникальный идентификатор

}

// Рекурсивно проверяем потомков текущего узла

foreach (TreeNode child in node.Nodes)

{

if (!IsIdentifierUniqueInNode(identifier, child))

{

return false; // Найден неуникальный идентификатор в поддереве

}

}

return true; // Идентификатор уникален

}

public void S()

{

TreeNode parent = new TreeNode("S");

tree.Nodes.Add(parent);

K(parent, tree\_2);

if (Lex.enumPToken == TToken.lxmtz)

{

tree\_2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

C(parent, tree\_2);

}

throw new Exception("Конец слова, текст верный. Для продолжения ожидается ;");

}

public void C(TreeNode hParent, TreeView hParent2)

{

TreeNode parent = new TreeNode("C");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

firstToken = (TToken)(1 - (int)Lex.enumPToken);

K(parent, hParent2);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

C(parent, hParent2);

}

}

}

public void K(TreeNode hParent, TreeView hParent2)

{

TreeNode parent = new TreeNode("K");

hParent.Nodes.Add(parent);

O(parent, hParent2);

if (Lex.enumPToken == TToken.lxmIdentifier)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

R(parent, hParent2);

if (Lex.enumPToken == TToken.lxmComma)

{

TreeNode parent\_3 = new TreeNode(",");

hParent2.Nodes.Add(parent\_3);

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

A(parent, parent\_3);

}

else throw new Exception("Ожидалась ,");

}

}

public void O(TreeNode hParent, TreeView hParent2)

{

TreeNode parent = new TreeNode("O");

hParent.Nodes.Add(parent);

if (Lex.enumFSelectionCharType == TCharType.Letter)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

}

}

public void R(TreeNode hParent, TreeView hParent2)

{

TreeNode parent = new TreeNode("R");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmNumber)

{

if (IsIdentifierUnique(Lex.strPLexicalUnit))

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

} else

{

throw new Exception($"Идентификатор {Lex.strPLexicalUnit} не уникален");

}

}

else throw new Exception("Ожидался идентификатор (прим. 000)");

}

public void A(TreeNode hParent, TreeNode hParent2)

{

TreeNode parent = new TreeNode("A");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

if (Lex.enumPToken == TToken.lxmNumber)

{

if (IsIdentifierUnique(Lex.strPLexicalUnit))

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

throw new Exception("Ожидалась ;");

}

}

else

{

throw new Exception($"Идентификатор {Lex.strPLexicalUnit} не уникален");

}

}

else if (Lex.enumPToken == TToken.lxmIdentifier)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

throw new Exception("Ожидалась ;");

}

}

}

else throw new Exception("Ожидался идентификатор (aab или 000)");

}

}

}

**uLex.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp81

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma, lxmText, lxmtz, lxmdt, lxmr, lxmrs, lxmls };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

private List<string> uniqueIdentifiers = new List<string>();

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

intFSourceColSelection++; // продвигаем номер колонки

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == ';' || chrFSelection == ',' || chrFSelection == '[' || chrFSelection == ']' || chrFSelection == '=' || chrFSelection == ':') enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow)

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter:

{

// a b c d

// A | B | B | B | B |

// B | C | | | |

// C | |DFin| | |

// DFin|DFin|DFin|DFin|DFin|

A:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto B;

}

else throw new Exception("Ошибка");

}

B:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto C;

}

else throw new Exception("Вторым символом должен быть 'a'");

}

C:

{

if (chrFSelection == 'b')

{

TakeSymbol();

goto DFin;

}

else throw new Exception("Третьим символом должен быть 'b'");

}

DFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto DFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit:

{

// 0 1

// A | BC | |

// BC | E | D |

// D | | A |

// E | FFin| |

// FFin| G | |

// G | H | |

// H | |FFin |

A:

if (chrFSelection == '0')

{

TakeSymbol();

goto BC;

}

else throw new Exception("Ожидался 0 #1");

BC:

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1 #2");

D:

if (chrFSelection == '1')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидалась 1 #3");

E:

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0 #4");

FFin:

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit) { enumFToken = TToken.lxmNumber; return; }

else throw new Exception("Ожидался 0 #5");

G:

if (chrFSelection == '0')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидался 0 #6");

H:

if (chrFSelection == '1')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидалась 1 #7");

}

case TCharType.ReservedSymbol:

{

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

GetSymbol();

}

GetSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

TakeSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

TakeSymbol();

return;

}

if (chrFSelection == '[')

{

enumFToken = TToken.lxmls;

TakeSymbol();

return;

}

if (chrFSelection == ']')

{

enumFToken = TToken.lxmrs;

TakeSymbol();

return;

}

if (chrFSelection == ',')

{

enumFToken = TToken.lxmComma;

TakeSymbol();

return;

}

if (chrFSelection == ':')

{

enumFToken = TToken.lxmdt;

TakeSymbol();

return;

}

if (chrFSelection == ';')

{

enumFToken = TToken.lxmtz;

TakeSymbol();

return;

}

if (chrFSelection == '=')

{

enumFToken = TToken.lxmr;

TakeSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

**HashTables.cs**

using System;

using System.Collections.Generic;

using System.IO;

using System.Windows.Forms;

using System.Linq;

namespace WindowsFormsApp81

{

public class TableItem

{

public int value;

public string lex;

public TableItem next;

public TableItem(int v, string s, TableItem t)

{

value = v;

lex = s;

next = t;

}

}

public class THashTable

{

public List<TableItem> arrFHashTable = new List<TableItem>();

public int intFHashIndex;

static int tableSize = 20;

public THashTable()

{

Init(tableSize);

}

public void Init(int count)

{

arrFHashTable.Clear();

Resize(arrFHashTable, count);

}

static void Resize(List<TableItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new TableItem(0, "", null));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

int HashFunction(string strALexicalUnit)

{

int h = 0;

for (int i = 0, l = strALexicalUnit.Length; i < l; i++)

{

h += strALexicalUnit[i];

}

return h % tableSize;

}

public void HashIndex(string strALexicalUnit)

{

int h = HashFunction(strALexicalUnit);

intFHashIndex = h;

}

public bool SearchLexicalUnit(string strAlexicalUnit, ref int intALexicalCode)

{

HashIndex(strAlexicalUnit);

if (arrFHashTable[intFHashIndex].lex == "") return false;

else

{

intALexicalCode = arrFHashTable[intFHashIndex].value;

return true;

}

}

public bool ChangeLexicalUnit(string strPrevUnit, string strNewUnit)

{

HashIndex(strPrevUnit);

TableItem item = arrFHashTable[intFHashIndex];

while (item.next != null && item.lex != strPrevUnit)

{

item = item.next;

}

if (item.lex == strPrevUnit)

{

item.lex = strNewUnit;

}

return false;

}

public bool AddLexicalUnit(string strALexicalUnit, ref int intALexicalCode)

{

HashIndex(strALexicalUnit);

intALexicalCode = intFHashIndex;

TableItem item = arrFHashTable[intFHashIndex];

TableItem prev = arrFHashTable[intFHashIndex];

bool exist = false;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

while (prev.next != null)

{

prev = prev.next;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

}

if (!exist)

{

if (item.lex == prev.lex && item.lex == "")

{

item.value = intALexicalCode;

item.lex = strALexicalUnit;

}

else

{

TableItem newItem = new TableItem(intALexicalCode, strALexicalUnit, null);

prev.next = newItem;

}

return true;

}

return false;

}

public bool DeleteLexicalUnit(string strALexicalUnit)

{

HashIndex(strALexicalUnit);

int indx = intFHashIndex;

if (arrFHashTable[indx] != null)

{

TableItem item = arrFHashTable[indx];

while (item.next != null && item.lex != strALexicalUnit)

{

item = item.next;

}

if (item.lex == strALexicalUnit)

{

if (item.next == null)

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

prev.next = null;

item.value = 0;

item.lex = "";

}

else

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

item.value = 0;

item.lex = "";

prev.next = item.next;

}

return true;

}

}

return false;

}

public void GetLexicalUnitList(ref List<string> sList)

{

for (int i = 0; i < tableSize; i++)

{

TableItem item = arrFHashTable[i];

while (item != null)

{

if (item.lex != "")

{

sList.Add($"{item.lex}");

}

item = item.next;

}

}

}

}

}

**HashTablesList.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp81

{

public class CHashTableList

{

private List<THashTable> arrFHashTableList = new List<THashTable>();

private byte byteFTablesSize;

public CHashTableList(byte byteATableCount)

{

this.byteFTablesSize = byteATableCount;

for (int i = 0; i < byteATableCount; i++)

{

arrFHashTableList.Add(new THashTable());

}

}

public bool SearchLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].SearchLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool AddLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].AddLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool ChangeLexicalUnit(string strALexicalUnit, byte byteATable, string newLexUnit)

{

int d = 0;

arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

return arrFHashTableList[byteATable].AddLexicalUnit(newLexUnit, ref d);

}

public bool DeleteLexicalUnit(string strALexicalUnit, byte byteATable)

{

return arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

}

public void TableToStringList(byte byteATable, List<string> sList)

{

arrFHashTableList[byteATable].GetLexicalUnitList(ref sList);

}

public int GetHashIndex(byte Table)

{

return arrFHashTableList[Table].intFHashIndex;

}

}

}

**THeap.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp81

{

public struct THeapItem

{

public string strFLexicalUnit;

public byte byteFHashTable;

public int intFHashIndex;

public THeapItem(string strALexicalUnit, byte byteATable, int intAHashIndex)

{

strFLexicalUnit = strALexicalUnit;

byteFHashTable = byteATable;

intFHashIndex = intAHashIndex;

}

}

public class THeap

{

public List<THeapItem> arrFHeapTable = new List<THeapItem>();

private List<int> arrFDeleted = new List<int>();

private int intFFreeItem;

bool boolIsSaved;

bool boolIsLoaded;

public bool boolPIsSaved { get { return boolIsSaved; } }

public bool boolPIsLoaded { get { return boolIsLoaded; } }

public int intPFreeItem { get { return intFFreeItem; } }

public THeap()

{

Init();

intFFreeItem = 1;

}

protected void Init()

{

arrFDeleted.Clear();

arrFHeapTable.Clear();

int cnt = 4;

Resize(arrFHeapTable, cnt);

}

static void Resize(List<THeapItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new THeapItem("", 0, 0));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<int> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new Int32());

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<char> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add('0');

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

public void Expansion()

{

int cardVSize = arrFHeapTable.Count;

cardVSize = cardVSize + cardVSize % 10 + 1;

Resize(arrFHeapTable, cardVSize);

Resize(arrFHeapTable, cardVSize);

}

public void AddLexicalUnit(string strALexicalUnit, byte byteAHashTable, int cardAHashIndex, ref int cardALexicalCode)

{

int intVIndex;

if (arrFDeleted.Count == 0)

{

intVIndex = intFFreeItem;

intFFreeItem++;

if (intFFreeItem >= (Int32)(arrFHeapTable.Count \* 0.9))

Expansion();

}

else

{

intVIndex = arrFDeleted[arrFDeleted.Count - 1];

Resize(arrFDeleted, arrFDeleted.Count - 1);

}

THeapItem Item = arrFHeapTable[intVIndex];

Item.strFLexicalUnit = strALexicalUnit;

Item.byteFHashTable = byteAHashTable;

Item.intFHashIndex = cardAHashIndex;

arrFHeapTable[intVIndex] = Item;

cardALexicalCode = intVIndex;

}

public void DeleteLexicalUnit(int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, i + 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = "";

Item.byteFHashTable = 0;

Item.intFHashIndex = 0;

}

public void UpdateLexicalUnit(string strALexicalUnit, int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, arrFDeleted.Count - 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = strALexicalUnit;

}

public void Save(ref StreamWriter sw)

{

try

{

for (int i = 1; i < arrFHeapTable.Count; i++) //type?

{

if (arrFHeapTable[i].strFLexicalUnit == "")

break;

sw.Write(arrFHeapTable[i].strFLexicalUnit + "\t");

sw.Write(arrFHeapTable[i].byteFHashTable.ToString() + "\t");

sw.WriteLine(arrFHeapTable[i].intFHashIndex.ToString());

}

boolIsSaved = true;

}

catch (Exception) { boolIsSaved = false; }

}

public void Load(ref StreamReader sr)

{

try

{

Init();

int size = arrFHeapTable.Count;

int readSz = 0;

while (true)

{

string line = sr.ReadLine();

if (line == null)

break;

if (++readSz >= size)

{

size \*= 2;

Resize(arrFHeapTable, size);

}

char[] delim = { '\t'/\*,'\n'\*/ };

string[] lines = line.Split(delim);

THeapItem it = arrFHeapTable[readSz];

it.strFLexicalUnit = lines[0];

it.byteFHashTable = Convert.ToByte(lines[1]);

it.intFHashIndex = Convert.ToInt32(lines[2]);

arrFHeapTable[readSz] = it;

}

intFFreeItem = readSz + 1;

boolIsLoaded = true;

}

catch (InvalidCastException)

{ boolIsLoaded = false; }

}

THeapItem GetItem(int i)

{

if (i >= arrFHeapTable.Count)

{

MessageBox.Show("GetИндекс кучи вышел за диапазон!");

THeapItem Item = new THeapItem("", 0, 0);

return Item;

}

else return arrFHeapTable[i];

}

void SetItem(int i, THeapItem NewItem)

{

if (i >= arrFHeapTable.Count)

MessageBox.Show("SetИндекс кучи вышел за диапазон!");

else arrFHeapTable[i] = NewItem;

}

public void HeapTableView(List<string> sList)

{

for (int i = 0; i < arrFHeapTable.Count; i++)

sList.Add(arrFHeapTable[i].strFLexicalUnit);

}

}

}

**Результат работы кода:**
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**Лабораторная работа №8. Разработка семантического анализатора.**

**Задание:** Разработать семантический анализатор. Выполнить проверку внеконтекстной грамматики.

**Вариант:** Проверка идентификатора слова <1> на наличие не более 2 букв ‘a’, проверка того, что длинна идентификатора слова <1> будет больше десятичного представления идентификатора числа <2>.

**Краткое теоретическое обоснование:**

Семантика – раздел лингвистики, изучающий смысловое значение единиц языка. Процесс человеческого мышления, как и язык, который представляет собой инструмент выражения мыслей, является очень гибким и трудно поддается формализации. Поэтому семантический анализ по праву считается самым сложным этапом автоматической обработки текстов.

Создание новых методов семантического анализа текстов откроет новые возможности и позволит существенно продвинуться в решении многих задач компьютерной лингвистики, таких как машинный перевод, автореферирование, классификация текстов и других. Не менее актуальна разработка новых инструментов, позволяющих автоматизировать семантический анализ.

**Основные семантические ошибки:**

• Несоответствие типов;

• Необъявленная переменная

• Использование зарезервированного идентификатора

• Многократное объявление переменной в области видимости

• Доступ к переменной вне области

• Фактическое и формальное несоответствие параметров

Чтобы помочь в своей работе, семантический анализатор обычно строит и поддерживает структуру данных таблицы символов, которая сопоставляет каждый идентификатор с информацией, известной о нем. Помимо прочего, эта информация включает в себя тип идентификатора, внутреннюю структуру (если таковая имеется) и область действия (часть программы, в которой он действителен).

Используя таблицу символов, семантический анализатор применяет большое разнообразие правил, которые не улавливаются иерархической структурой контекстно-свободной грамматики и дерева синтаксического анализа. Например, в C он проверяет, что

* Каждый идентификатор объявляется перед его использованием.
* Идентификатор не используется в неподходящем контексте (вызов целого числа в качестве подпрограммы, добавление строки к целому числу, ссылка на поле неправильного типа структуры и т. Д.).
* Вызовы подпрограмм обеспечивают правильное количество и типы аргументов.
* Метки на плечах оператора switch являются различными константами.
* Любая функция с типом возврата non-void возвращает значение явно.
* Во многих компиляторах работа семантического анализатора принимает форму семантических подпрограмм действий, вызываемых синтаксическим анализатором, когда он понимает, что достиг определенной точки в пределах грамматического правила.

Семантический анализатор использует синтаксическое дерево и информацию из таблицы символов для проверки исходной программы на семантическую согласованность с определением языка. Он также собирает информацию о типах и сохраняет ее в синтаксическом дереве или в таблице символов для последующего использования в процессе генерации промежуточного кода.

Важной частью семантического анализа является проверка типов, когда компилятор проверяет, имеет ли каждый оператор операнды соответствующего типа. Например, многие определения языков программирования требуют, чтобы индекс массива был целым числом; компилятор должен сообщить об ошибке, если в качестве индекса массива используется число с плавающей точкой.

Рассмотрим пример, описание типа переменной в Си вида int a,b=5,c[10] синтаксически реализуется группой правил, задающих цикл описания отдельных переменных, а общий тип и полученный список определяется отдельным правилом. Но между ними имеется связь, состоящая в том, что семантика типа int распространяется на все элементы списка. Отсюда имеем различные варианты реализации семантических процедур:

* если синтаксическая единица реализуется в одном правиле, то ее семантическая обработка., а также генерация кода или интерпретация могут быть выполнены независимой семантической процедурой. Взаимодействие с другими процедурами происходит по указанной выше схеме: процедура использует ссылки на семантику символов правой части (потомков поддерева для этого правила), формирует и возвращает ссылку на семантику левой части (корневой вершины поддерева). То же самое можно сказать и способе передачи сгенерированного кода или результата интерпретации;
* если синтаксическая единица реализуется несколькими правилами, то такая стройная картина нарушается. Например, может потребоваться более сложное взаимодействие семантических процедур (не только вверх-вниз по дереву, но и между смежными вершинами и т. п.). Для передачи результатов между процедурами могут использоваться не только ссылки на записи в семантических таблицах, но и более сложные структуры данных.

В приведенном выше примере правила, соединяющее общий тип описания (int) со списком переменных, имеет вид X::=TL и получает от первого нетерминала ссылку в семантической таблице типов, а от второго нетерминала множество ссылок (массив, список) на записи в семантической таблице переменных. Семантическая процедура правила должна дополнить все цепочки описаний типа данных в этом множестве записей указанным общим типов (причем по семантике определения типа данных в Си он должен быть дописан в конец цепочки).

Рассмотрим алгоритм функционирования предлагаемого механизма семантического анализатора в виде блок-схемы (рис. 1).

**Работа алгоритма:**

1. При инициализации система анализирует БД или ХД и на основе анализа описания данных, представленного при помощи XML-файла либо встроенного механизма платформы АИС, строит структуру используемых объектов.
2. На основе построенной структуры объектов и их связей формируется проблемно-ориентированное подмножество ЕЯ.
3. Удаленный пользователь или оператор консоли (далее по тексту используется термин «оператор терминала» – ОТ) вводит запрос на ЕЯ на основе заполненных словарей.
4. Используя механизм семантического анализатора выполняется анализ введенного ОТ запроса на ЕЯ и строится соответствующий ему запрос на языке 1CQ.
5. Если АИС не поддерживает язык запросов 1CQ, то запрос конвертируется в стандарт языка SQL (переводится на английский язык, корректируется синтаксис и т. п.)
6. Имея в распоряжении код на языках запросов 1CQ или SQL – машинный запрос, платформа АИС выполняет его и выдает результат ОТ.

**Form1.cs:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using WinFormsApp2;

using static System.Windows.Forms.VisualStyles.VisualStyleElement;

namespace WindowsFormsApp81

{

public partial class Form1 : Form

{

public CHashTableList htl = new CHashTableList(3);

public Form1()

{

InitializeComponent();

int n = tbFSource.Lines.Length;

tbFSource.Text = "aab000,aabc";

}

public void TablesToMemo(object sender, System.EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

}

private void btnFStart\_Click(object sender, EventArgs e)

{

CLex Lex = new CLex();

Lex.strPSource = tbFSource.Lines;

Lex.strPMessage = tbFMessage.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

Generator gen = new Generator();

gen.ViewTree(treeView1);

int x = tbFSource.TextLength;

int y = tbFSource.Lines.Length;

tbFMessage.Text = "";

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

string s1 = "", s = "";

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

s1 = "id " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmNumber:

{

s1 = "num " + Lex.strPLexicalUnit; int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemo(this, e);

}

break;

}

case TToken.lxmRightParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmLeftParenth:

{

Reserved(ref s1, Lex, e);

break;

}

case TToken.lxmComma:

{

Reserved(ref s1, Lex, e);

break;

}

}

String m = "(" + s + "" + s1 + ")";

tbFMessage.Text += m;

}

}

catch (Exception exc)

{

tbFMessage.Text += exc.Message;

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += tbFSource.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

private void button1\_Click(object sender, EventArgs e)

{

List<string> listTable = new List<string>();

listBox1.Items.Clear();

listBox2.Items.Clear();

listBox3.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 0);

}

listTable.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 1);

}

listTable.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

{

htl.DeleteLexicalUnit(listTable[i], 2);

}

listTable.Clear();

}

public void TablesToMemoForChange(object sender, System.EventArgs e, TToken token, int index, int b)

{

List<string> listTable = new List<string>();

CLex Lex = new CLex();

switch (token)

{

case TToken.lxmIdentifier:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox1.Items.Clear();

htl.TableToStringList(0, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox1.Items.Add(listTable[i]);

listTable.Clear();

break;

}

case TToken.lxmNumber:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox2.Items.Clear();

htl.TableToStringList(1, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox2.Items.Add(listTable[i]);

listTable.Clear();

break;

}

default:

{

delete(word\_for\_change\_textBox, word\_to\_replace\_textBox, token);

listBox3.Items.Clear();

htl.TableToStringList(2, listTable);

for (int i = 0; i < listTable.Count; i++)

listBox3.Items.Add(listTable[i]);

listTable.Clear();

break;

}

}

}

private void btnFEdit\_Click(object sender, EventArgs e)

{

int index = FindElement(word\_for\_change\_textBox, true);

CLex Lex = new CLex();

Lex.strPSource = word\_to\_replace\_textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = word\_to\_replace\_textBox.TextLength;

int y = word\_to\_replace\_textBox.Lines.Length;

tbFMessage.Text = "";

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

Lex.NextToken();

switch (Lex.enumPToken)

{

case TToken.lxmIdentifier:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 0, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmIdentifier, index, b);

}

break;

}

case TToken.lxmNumber:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 1, ref b))

{

TablesToMemoForChange(this, e, TToken.lxmNumber, index, b);

}

break;

}

default:

{

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemoForChange(this, e, Lex.enumPToken, index, b);

}

break;

}

}

}

}

catch (Exception exc)

{

word\_to\_replace\_textBox.Select();

word\_to\_replace\_textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += word\_to\_replace\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

word\_to\_replace\_textBox.SelectionLength = n;

}

}

private void btnFFind\_Click(object sender, EventArgs e)

{

try

{

if (tbFFind.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox2.Items[i].ToString().Contains(tbFFind.Text))

{

listBox2.SelectedIndex = i;

return;

}

}

}

else if (tbFFind.Text.Equals(",") || tbFFind.Text.Equals(";"))

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox3.Items[i].ToString().Contains(tbFFind.Text))

{

listBox3.SelectedIndex = i;

return;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString().Contains(tbFFind.Text))

{

listBox1.SelectedIndex = i;

return;

}

}

}

}

catch

{

throw new Exception("123");

}

}

private void btnFCheck\_Click(object sender, EventArgs e)

{

tbFMessage.Clear();

if (treeView1.Nodes.Count > 0)

{

treeView1.Nodes.Clear();

}

if (treeView2.Nodes.Count > 0)

{

treeView2.Nodes.Clear();

}

uSyntAnalyzer Synt = new uSyntAnalyzer();

Synt.tree = treeView1;

Synt.tree\_2 = treeView2;

Synt.Lex.strPSource = tbFSource.Lines;

Synt.Lex.strPMessage = tbFMessage.Lines;

Synt.Lex.intPSourceColSelection = -1;

Synt.Lex.intPSourceRowSelection = 0;

Synt.Lex.enumPState = TState.Start;

try

{

Synt.Lex.NextToken();

Synt.S();

//throw new Exception("Текст верный");

}

catch (Exception exc)

{

if (exc.Message == "" || exc.Message == null)

{

tbFMessage.Text += "Неизвестная ошибка";

}

else

{

tbFMessage.Text += exc.Message;

}

tbFSource.Select();

tbFSource.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Synt.Lex.intPSourceRowSelection; i++)

{

n += tbFSource.Lines[i].Length + 2;

}

n += Synt.Lex.intPSourceColSelection;

tbFSource.SelectionLength = n;

}

}

void Reserved(ref string s1, CLex Lex, EventArgs e)

{

s1 = "res '" + Lex.strPLexicalUnit + "'";

int b = 0;

if (htl.AddLexicalUnit(Lex.strPLexicalUnit, 2, ref b))

{

TablesToMemo(this, e);

}

}

private int FindElement(System.Windows.Forms.TextBox txtBox, bool return\_index)

{

if (txtBox != null)

{

if (txtBox.Text.All(Char.IsDigit))

{

for (int i = 0; i < listBox2.Items.Count; i++)

{

if (listBox2.Items[i].ToString() == txtBox.Text)

{

listBox2.SelectedIndex = i;

return i;

}

}

}

else if (txtBox.Text.Equals(",") || txtBox.Text.Equals("[") || txtBox.Text.Equals("]") || txtBox.Text.Equals("=") ||

txtBox.Text.Equals(":") || txtBox.Text.Equals(")") || txtBox.Text.Equals("(") || txtBox.Text.Equals("!"))

{

for (int i = 0; i < listBox3.Items.Count; i++)

{

if (listBox3.Items[i].ToString() == txtBox.Text)

{

listBox3.SelectedIndex = i;

return i;

}

}

}

else

{

for (int i = 0; i < listBox1.Items.Count; i++)

{

if (listBox1.Items[i].ToString() == txtBox.Text)

{

listBox1.SelectedIndex = i;

return i;

}

}

}

}

return -1;

}

private void special\_characters\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox3.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox2.SelectedIndex = -1;

}

private void numbers\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox2.SelectedItem?.ToString();

listBox1.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void words\_MouseClick(object sender, MouseEventArgs e)

{

word\_for\_change\_textBox.Text = listBox1.SelectedItem?.ToString();

listBox2.SelectedIndex = -1;

listBox3.SelectedIndex = -1;

}

private void delete(System.Windows.Forms.TextBox textBox, System.Windows.Forms.TextBox word\_to\_replace = null, TToken token = TToken.lxmEmpty)

{

int index = FindElement(textBox, true);

CLex Lex = new CLex();

Lex.strPSource = textBox.Lines;

Lex.intPSourceColSelection = 0;

Lex.intPSourceRowSelection = 0;

int x = textBox.TextLength;

int y = textBox.Lines.Length;

List<string> listTable = new List<string>();

try

{

while (Lex.enumPState != TState.Finish)

{

if (token == TToken.lxmEmpty)

{

Lex.NextToken();

token = Lex.enumPToken;

}

switch (token)

{

case TToken.lxmIdentifier:

{

listBox1.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 0);

break;

}

case TToken.lxmNumber:

{

listBox2.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 1);

break;

}

default:

{

listBox3.Items.RemoveAt(index);

htl.DeleteLexicalUnit(word\_for\_change\_textBox.Text, 2);

break;

}

}

}

}

catch (Exception exc)

{

textBox.Select();

textBox.SelectionStart = 0;

int n = 0;

for (int i = 0; i < Lex.intPSourceRowSelection; i++) n += del\_textBox.Lines[i].Length + 2;

n += Lex.intPSourceColSelection;

textBox.SelectionLength = n;

}

textBox.Text = "";

if (word\_to\_replace != null) word\_to\_replace.Text = "";

}

}

}

**Generator.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WinFormsApp2

{

class Generator

{

public List<string> ViewTree(TreeView tree, bool edit = true)

{

List<string> treeContent = new List<string>();

foreach (TreeNode node in tree.Nodes)

{

treeContent.AddRange(ViewNode(node, edit));

}

return treeContent;

}

public List<string> ViewNode(TreeNode node, bool edit)

{

List<string> nodeContent = new List<string>();

foreach (TreeNode child in node.Nodes)

{

nodeContent.AddRange(ViewNode(child, edit));

}

if (edit)

{

int value = -1;

if (int.TryParse(node.Text, out value))

{

int newValue = ConvertToBase10(value);

node.Text = newValue.ToString();

}

}

nodeContent.Add(node.Text);

return nodeContent;

}

public int ConvertToBase10(int num)

{

int k = 0;

for (int i = 0; i < num.ToString().Length; i++)

{

int r = num.ToString().Length - i;

int v = num.ToString()[i] == '1' ? 1 : 0;

k += (int)Math.Pow(2, r - 1) \* v;

}

return k;

}

public void Restruct(RichTextBox box, TreeView tree)

{

box.Clear();

List<string> treeContent = ViewTree(tree, false);

int depth = 0;

foreach (string s in treeContent)

{

if (s.Length > 0 && !(s[0] == ',' && !(s[0] >= 'A' && s[0] <= 'Z')))

{

for (int i = 0; i < depth; i++)

{

box.Text += "\t";

}

}

if (s.Length > 1)

{

box.Text += s;

}

else

{

if (s.Length == 1)

{

if (s[0] == '(')

{

box.Text += s;

box.Text += '\n';

depth++;

}

else if (s[0] == ')')

{

box.Text += s;

box.Text += '\n';

depth--;

}

else if (s[0] == ',')

{

box.Text += s;

box.Text += '\n';

}

else if (s[0] >= 'A' && s[0] <= 'Z')

{

}

else

{

box.Text += s;

}

}

}

}

}

}

}

**uSyntAnalyzer.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using WindowsFormsApp81;

using static System.Windows.Forms.VisualStyles.VisualStyleElement.TextBox;

namespace WindowsFormsApp81

{

class uSyntAnalyzer

{

private String[] strFSource;

private String[] strFMessage;

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public CLex Lex = new CLex();

public TToken firstToken;

public TreeView tree;

public TreeView tree\_2;

private bool IsIdentifierUnique(string identifier)

{

// Проходим по всем узлам в treeView

foreach (TreeNode node in tree.Nodes)

{

if (!IsIdentifierUniqueInNode(identifier, node))

{

return false; // Идентификатор неуникальный

}

}

return true; // Идентификатор уникален

}

private bool IsIdentifierUniqueInNode(string identifier, TreeNode node)

{

// Проверяем текущий узел

if (node.Text == identifier)

{

return false; // Найден неуникальный идентификатор

}

// Рекурсивно проверяем потомков текущего узла

foreach (TreeNode child in node.Nodes)

{

if (!IsIdentifierUniqueInNode(identifier, child))

{

return false; // Найден неуникальный идентификатор в поддереве

}

}

return true; // Идентификатор уникален

}

public void S()

{

TreeNode parent = new TreeNode("S");

tree.Nodes.Add(parent);

tree\_2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

K(parent, tree\_2);

if (Lex.enumPToken == TToken.lxmtz)

{

tree\_2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

C(parent, tree\_2);

}

throw new Exception("Конец слова, текст верный. Для продолжения ожидается ;");

}

public void C(TreeNode hParent, TreeView hParent2)

{

TreeNode parent = new TreeNode("C");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

firstToken = (TToken)(1 - (int)Lex.enumPToken);

K(parent, hParent2);

if (Lex.enumPToken == TToken.lxmtz)

{

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

C(parent, hParent2);

}

}

}

public void K(TreeNode hParent, TreeView hParent2)

{

TreeNode parent = new TreeNode("K");

hParent.Nodes.Add(parent);

O(parent, hParent2);

if (Lex.enumPToken == TToken.lxmIdentifier)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

R(parent, hParent2);

if (Lex.enumPToken == TToken.lxmComma)

{

TreeNode parent\_3 = new TreeNode(",");

hParent2.Nodes.Add(parent\_3);

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

A(parent, parent\_3);

}

else throw new Exception("Ожидалась ,");

}

}

public void O(TreeNode hParent, TreeView hParent2)

{

TreeNode parent = new TreeNode("O");

hParent.Nodes.Add(parent);

if (Lex.enumFSelectionCharType == TCharType.Letter)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

}

}

public void R(TreeNode hParent, TreeView hParent2)

{

TreeNode parent = new TreeNode("R");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmNumber)

{

if (IsIdentifierUnique(Lex.strPLexicalUnit))

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

} else

{

throw new Exception($"Идентификатор {Lex.strPLexicalUnit} не уникален");

}

}

else throw new Exception("Ожидался идентификатор (прим. 000)");

}

public void A(TreeNode hParent, TreeNode hParent2)

{

TreeNode parent = new TreeNode("A");

hParent.Nodes.Add(parent);

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

if (Lex.enumPToken == TToken.lxmNumber)

{

if (IsIdentifierUnique(Lex.strPLexicalUnit))

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

throw new Exception("Ожидалась ;");

}

}

else

{

throw new Exception($"Идентификатор {Lex.strPLexicalUnit} не уникален");

}

}

else if (Lex.enumPToken == TToken.lxmIdentifier)

{

hParent2.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

parent.Nodes.Add(new TreeNode(Lex.strPLexicalUnit));

Lex.NextToken();

if (Lex.enumPToken == TToken.lxmNumber || Lex.enumPToken == TToken.lxmIdentifier)

{

throw new Exception("Ожидалась ;");

}

}

}

else throw new Exception("Ожидался идентификатор (aab или 000)");

}

}

}

**uLex.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WindowsFormsApp81

{

public enum TState { Start, Continue, Finish }; //тип состояния

public enum TCharType { Letter, Digit, EndRow, EndText, Space, ReservedSymbol }; // тип символа

public enum TToken { lxmIdentifier, lxmNumber, lxmUnknown, lxmEmpty, lxmLeftParenth, lxmRightParenth, lxmIs, lxmDot, lxmComma, lxmText, lxmtz, lxmdt, lxmr, lxmrs, lxmls };

public class CLex //класс лексический анализатор

{

private String[] strFSource; // указатель на массив строк

private String[] strFMessage; // указатель на массив строк

public TCharType enumFSelectionCharType;

public char chrFSelection;

private TState enumFState;

private int intFSourceRowSelection;

private int intFSourceColSelection;

private String strFLexicalUnit;

private TToken enumFToken;

private List<string> uniqueIdentifiers = new List<string>();

public String[] strPSource { set { strFSource = value; } get { return strFSource; } }

public String[] strPMessage { set { strFMessage = value; } get { return strFMessage; } }

public TState enumPState { set { enumFState = value; } get { return enumFState; } }

public String strPLexicalUnit { set { strFLexicalUnit = value; } get { return strFLexicalUnit; } }

public TToken enumPToken { set { enumFToken = value; } get { return enumFToken; } }

public int intPSourceRowSelection { get { return intFSourceRowSelection; } set { intFSourceRowSelection = value; } }

public int intPSourceColSelection { get { return intFSourceColSelection; } set { intFSourceColSelection = value; } }

public CLex()

{

}

public void GetSymbol() //метод класса лексический анализатор

{

intFSourceColSelection++; // продвигаем номер колонки

if (intFSourceColSelection > strFSource[intFSourceRowSelection].Length - 1)

{

intFSourceRowSelection++;

if (intFSourceRowSelection <= strFSource.Length - 1)

{

intFSourceColSelection = -1;

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndRow;

enumFState = TState.Continue;

}

else

{

chrFSelection = '\0';

enumFSelectionCharType = TCharType.EndText;

enumFState = TState.Finish;

}

}

else

{

chrFSelection = strFSource[intFSourceRowSelection][intFSourceColSelection]; //классификация прочитанной литеры

if (chrFSelection == ' ') enumFSelectionCharType = TCharType.Space;

else if (chrFSelection >= 'a' && chrFSelection <= 'd') enumFSelectionCharType = TCharType.Letter;

else if (chrFSelection == '0' || chrFSelection == '1') enumFSelectionCharType = TCharType.Digit;

else if (chrFSelection == '/') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == '\*') enumFSelectionCharType = TCharType.ReservedSymbol;

else if (chrFSelection == ';' || chrFSelection == ',' || chrFSelection == '[' || chrFSelection == ']' || chrFSelection == '=' || chrFSelection == ':') enumFSelectionCharType = TCharType.ReservedSymbol;

else throw new System.Exception("Cимвол вне алфавита");

enumFState = TState.Continue;

}

}

private void TakeSymbol()

{

char[] c = { chrFSelection };

String s = new string(c);

strFLexicalUnit += s;

GetSymbol();

}

public void NextToken()

{

strFLexicalUnit = "";

if (enumFState == TState.Start)

{

intFSourceRowSelection = 0;

intFSourceColSelection = -1;

GetSymbol();

}

while (enumFSelectionCharType == TCharType.Space || enumFSelectionCharType == TCharType.EndRow)

{

GetSymbol();

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

switch (enumFSelectionCharType)

{

case TCharType.Letter:

{

// a b c d

// A | B | B | B | B |

// B | C | | | |

// C | |DFin| | |

// DFin|DFin|DFin|DFin|DFin|

A:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto B;

}

else throw new Exception("Ошибка");

}

B:

{

if (chrFSelection == 'a')

{

TakeSymbol();

goto C;

}

else throw new Exception("Вторым символом должен быть 'a'");

}

C:

{

if (chrFSelection == 'b')

{

TakeSymbol();

goto DFin;

}

else throw new Exception("Третьим символом должен быть 'b'");

}

DFin:

{

if (chrFSelection == 'a' || chrFSelection == 'b' || chrFSelection == 'c' || chrFSelection == 'd')

{

TakeSymbol();

goto DFin;

}

else

{

enumFToken = TToken.lxmIdentifier;

return;

}

}

}

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

while (enumFSelectionCharType != TCharType.EndRow)

{

GetSymbol();

}

GetSymbol();

}

case TCharType.Digit:

{

// 0 1

// A | BC | |

// BC | E | D |

// D | | A |

// E | FFin| |

// FFin| G | |

// G | H | |

// H | |FFin |

A:

if (chrFSelection == '0')

{

TakeSymbol();

goto BC;

}

else throw new Exception("Ожидался 0 #1");

BC:

if (chrFSelection == '0')

{

TakeSymbol();

goto E;

}

else if (chrFSelection == '1')

{

TakeSymbol();

goto D;

}

else throw new Exception("Ожидался 0 или 1 #2");

D:

if (chrFSelection == '1')

{

TakeSymbol();

goto A;

}

else throw new Exception("Ожидалась 1 #3");

E:

if (chrFSelection == '0')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидался 0 #4");

FFin:

if (chrFSelection == '0')

{

TakeSymbol();

goto G;

}

else if (enumFSelectionCharType != TCharType.Digit) { enumFToken = TToken.lxmNumber; return; }

else throw new Exception("Ожидался 0 #5");

G:

if (chrFSelection == '0')

{

TakeSymbol();

goto H;

}

else throw new Exception("Ожидался 0 #6");

H:

if (chrFSelection == '1')

{

TakeSymbol();

goto FFin;

}

else throw new Exception("Ожидалась 1 #7");

}

case TCharType.ReservedSymbol:

{

if (chrFSelection == '/')

{

GetSymbol();

if (chrFSelection == '/')

{

while (enumFSelectionCharType != TCharType.EndRow)

GetSymbol();

}

GetSymbol();

}

if (chrFSelection == '(')

{

enumFToken = TToken.lxmLeftParenth;

TakeSymbol();

return;

}

if (chrFSelection == ')')

{

enumFToken = TToken.lxmRightParenth;

TakeSymbol();

return;

}

if (chrFSelection == '[')

{

enumFToken = TToken.lxmls;

TakeSymbol();

return;

}

if (chrFSelection == ']')

{

enumFToken = TToken.lxmrs;

TakeSymbol();

return;

}

if (chrFSelection == ',')

{

enumFToken = TToken.lxmComma;

TakeSymbol();

return;

}

if (chrFSelection == ':')

{

enumFToken = TToken.lxmdt;

TakeSymbol();

return;

}

if (chrFSelection == ';')

{

enumFToken = TToken.lxmtz;

TakeSymbol();

return;

}

if (chrFSelection == '=')

{

enumFToken = TToken.lxmr;

TakeSymbol();

return;

}

break;

}

case TCharType.EndText:

{

enumFToken = TToken.lxmEmpty;

break;

}

}

}

}

}

**HashTables.cs**

using System;

using System.Collections.Generic;

using System.IO;

using System.Windows.Forms;

using System.Linq;

namespace WindowsFormsApp81

{

public class TableItem

{

public int value;

public string lex;

public TableItem next;

public TableItem(int v, string s, TableItem t)

{

value = v;

lex = s;

next = t;

}

}

public class THashTable

{

public List<TableItem> arrFHashTable = new List<TableItem>();

public int intFHashIndex;

static int tableSize = 20;

public THashTable()

{

Init(tableSize);

}

public void Init(int count)

{

arrFHashTable.Clear();

Resize(arrFHashTable, count);

}

static void Resize(List<TableItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new TableItem(0, "", null));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

int HashFunction(string strALexicalUnit)

{

int h = 0;

for (int i = 0, l = strALexicalUnit.Length; i < l; i++)

{

h += strALexicalUnit[i];

}

return h % tableSize;

}

public void HashIndex(string strALexicalUnit)

{

int h = HashFunction(strALexicalUnit);

intFHashIndex = h;

}

public bool SearchLexicalUnit(string strAlexicalUnit, ref int intALexicalCode)

{

HashIndex(strAlexicalUnit);

if (arrFHashTable[intFHashIndex].lex == "") return false;

else

{

intALexicalCode = arrFHashTable[intFHashIndex].value;

return true;

}

}

public bool ChangeLexicalUnit(string strPrevUnit, string strNewUnit)

{

HashIndex(strPrevUnit);

TableItem item = arrFHashTable[intFHashIndex];

while (item.next != null && item.lex != strPrevUnit)

{

item = item.next;

}

if (item.lex == strPrevUnit)

{

item.lex = strNewUnit;

}

return false;

}

public bool AddLexicalUnit(string strALexicalUnit, ref int intALexicalCode)

{

HashIndex(strALexicalUnit);

intALexicalCode = intFHashIndex;

TableItem item = arrFHashTable[intFHashIndex];

TableItem prev = arrFHashTable[intFHashIndex];

bool exist = false;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

while (prev.next != null)

{

prev = prev.next;

if (prev.lex == strALexicalUnit)

{

exist = true;

}

}

if (!exist)

{

if (item.lex == prev.lex && item.lex == "")

{

item.value = intALexicalCode;

item.lex = strALexicalUnit;

}

else

{

TableItem newItem = new TableItem(intALexicalCode, strALexicalUnit, null);

prev.next = newItem;

}

return true;

}

return false;

}

public bool DeleteLexicalUnit(string strALexicalUnit)

{

HashIndex(strALexicalUnit);

int indx = intFHashIndex;

if (arrFHashTable[indx] != null)

{

TableItem item = arrFHashTable[indx];

while (item.next != null && item.lex != strALexicalUnit)

{

item = item.next;

}

if (item.lex == strALexicalUnit)

{

if (item.next == null)

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

prev.next = null;

item.value = 0;

item.lex = "";

}

else

{

TableItem prev = arrFHashTable[indx];

while (prev.next != null && prev.next != item)

{

prev = prev.next;

}

item.value = 0;

item.lex = "";

prev.next = item.next;

}

return true;

}

}

return false;

}

public void GetLexicalUnitList(ref List<string> sList)

{

for (int i = 0; i < tableSize; i++)

{

TableItem item = arrFHashTable[i];

while (item != null)

{

if (item.lex != "")

{

sList.Add($"{item.lex}");

}

item = item.next;

}

}

}

}

}

**HashTablesList.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp81

{

public class CHashTableList

{

private List<THashTable> arrFHashTableList = new List<THashTable>();

private byte byteFTablesSize;

public CHashTableList(byte byteATableCount)

{

this.byteFTablesSize = byteATableCount;

for (int i = 0; i < byteATableCount; i++)

{

arrFHashTableList.Add(new THashTable());

}

}

public bool SearchLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].SearchLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool AddLexicalUnit(string strALexicalUnit, byte byteATable, ref int intALexicalCode)

{

return arrFHashTableList[byteATable].AddLexicalUnit(strALexicalUnit, ref intALexicalCode);

}

public bool ChangeLexicalUnit(string strALexicalUnit, byte byteATable, string newLexUnit)

{

int d = 0;

arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

return arrFHashTableList[byteATable].AddLexicalUnit(newLexUnit, ref d);

}

public bool DeleteLexicalUnit(string strALexicalUnit, byte byteATable)

{

return arrFHashTableList[byteATable].DeleteLexicalUnit(strALexicalUnit);

}

public void TableToStringList(byte byteATable, List<string> sList)

{

arrFHashTableList[byteATable].GetLexicalUnitList(ref sList);

}

public int GetHashIndex(byte Table)

{

return arrFHashTableList[Table].intFHashIndex;

}

}

}

**THeap.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.IO;

using System.Windows.Forms;

namespace WindowsFormsApp81

{

public struct THeapItem

{

public string strFLexicalUnit;

public byte byteFHashTable;

public int intFHashIndex;

public THeapItem(string strALexicalUnit, byte byteATable, int intAHashIndex)

{

strFLexicalUnit = strALexicalUnit;

byteFHashTable = byteATable;

intFHashIndex = intAHashIndex;

}

}

public class THeap

{

public List<THeapItem> arrFHeapTable = new List<THeapItem>();

private List<int> arrFDeleted = new List<int>();

private int intFFreeItem;

bool boolIsSaved;

bool boolIsLoaded;

public bool boolPIsSaved { get { return boolIsSaved; } }

public bool boolPIsLoaded { get { return boolIsLoaded; } }

public int intPFreeItem { get { return intFFreeItem; } }

public THeap()

{

Init();

intFFreeItem = 1;

}

protected void Init()

{

arrFDeleted.Clear();

arrFHeapTable.Clear();

int cnt = 4;

Resize(arrFHeapTable, cnt);

}

static void Resize(List<THeapItem> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new THeapItem("", 0, 0));

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<int> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add(new Int32());

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

static void Resize(List<char> list, int size)

{

if (size > list.Count)

while (size > list.Count)

list.Add('0');

else if (size < list.Count)

while (list.Count - size > 0)

list.RemoveAt(list.Count - 1);

}

public void Expansion()

{

int cardVSize = arrFHeapTable.Count;

cardVSize = cardVSize + cardVSize % 10 + 1;

Resize(arrFHeapTable, cardVSize);

Resize(arrFHeapTable, cardVSize);

}

public void AddLexicalUnit(string strALexicalUnit, byte byteAHashTable, int cardAHashIndex, ref int cardALexicalCode)

{

int intVIndex;

if (arrFDeleted.Count == 0)

{

intVIndex = intFFreeItem;

intFFreeItem++;

if (intFFreeItem >= (Int32)(arrFHeapTable.Count \* 0.9))

Expansion();

}

else

{

intVIndex = arrFDeleted[arrFDeleted.Count - 1];

Resize(arrFDeleted, arrFDeleted.Count - 1);

}

THeapItem Item = arrFHeapTable[intVIndex];

Item.strFLexicalUnit = strALexicalUnit;

Item.byteFHashTable = byteAHashTable;

Item.intFHashIndex = cardAHashIndex;

arrFHeapTable[intVIndex] = Item;

cardALexicalCode = intVIndex;

}

public void DeleteLexicalUnit(int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, i + 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = "";

Item.byteFHashTable = 0;

Item.intFHashIndex = 0;

}

public void UpdateLexicalUnit(string strALexicalUnit, int cardALexicalCode)

{

int i;

if (arrFDeleted == null || !arrFDeleted.Any())

i = 0;

else i = arrFDeleted.Count();

Resize(arrFDeleted, arrFDeleted.Count - 1);

arrFDeleted[i] = cardALexicalCode;

THeapItem Item = arrFHeapTable[cardALexicalCode];

Item.strFLexicalUnit = strALexicalUnit;

}

public void Save(ref StreamWriter sw)

{

try

{

for (int i = 1; i < arrFHeapTable.Count; i++) //type?

{

if (arrFHeapTable[i].strFLexicalUnit == "")

break;

sw.Write(arrFHeapTable[i].strFLexicalUnit + "\t");

sw.Write(arrFHeapTable[i].byteFHashTable.ToString() + "\t");

sw.WriteLine(arrFHeapTable[i].intFHashIndex.ToString());

}

boolIsSaved = true;

}

catch (Exception) { boolIsSaved = false; }

}

public void Load(ref StreamReader sr)

{

try

{

Init();

int size = arrFHeapTable.Count;

int readSz = 0;

while (true)

{

string line = sr.ReadLine();

if (line == null)

break;

if (++readSz >= size)

{

size \*= 2;

Resize(arrFHeapTable, size);

}

char[] delim = { '\t'/\*,'\n'\*/ };

string[] lines = line.Split(delim);

THeapItem it = arrFHeapTable[readSz];

it.strFLexicalUnit = lines[0];

it.byteFHashTable = Convert.ToByte(lines[1]);

it.intFHashIndex = Convert.ToInt32(lines[2]);

arrFHeapTable[readSz] = it;

}

intFFreeItem = readSz + 1;

boolIsLoaded = true;

}

catch (InvalidCastException)

{ boolIsLoaded = false; }

}

THeapItem GetItem(int i)

{

if (i >= arrFHeapTable.Count)

{

MessageBox.Show("GetИндекс кучи вышел за диапазон!");

THeapItem Item = new THeapItem("", 0, 0);

return Item;

}

else return arrFHeapTable[i];

}

void SetItem(int i, THeapItem NewItem)

{

if (i >= arrFHeapTable.Count)

MessageBox.Show("SetИндекс кучи вышел за диапазон!");

else arrFHeapTable[i] = NewItem;

}

public void HeapTableView(List<string> sList)

{

for (int i = 0; i < arrFHeapTable.Count; i++)

sList.Add(arrFHeapTable[i].strFLexicalUnit);

}

}

}

**uSemAnalyzer.cs:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace WinFormsApp2

{

internal class uSemAnalyzer

{

public int i = 0;

public string strId;

public string strNum;

private TreeView tree;

public uSemAnalyzer()

{

}

public uSemAnalyzer(TreeView treeView) /\* - Принимает объект TreeView в качестве параметра и инициализирует поле tree.

- Вызывает метод TreeController для анализа всего дерева. \*/

{

tree = treeView;

TreeController(tree);

}

public void TreeController(TreeView tree) /\* - Проходит по всем узлам верхнего уровня в дереве tree и вызывает перегруженный метод TreeController для каждого узла. \*/

{

foreach (TreeNode node in tree.Nodes)

{

TreeController(node);

}

}

public void TreeController(TreeNode node) /\* - Анализирует каждый узел дерева.

- Если узел имеет текст "A" или "K" и содержит более одного дочернего узла:

- Извлекает значения из узлов дерева.

- Вызывает метод Check для проверки условий и окрашивает узел в случае ошибки.

- Рекурсивно вызывает себя для каждого дочернего узла. \*/

{

if (node.Text == "A" || node.Text == "K")

{

if (node.Nodes.Count > 1)

{

strId = node.Nodes[1].Text.ToString();

strNum = node.Nodes[2].Nodes[0].Text.ToString();

Check(strId, strNum, node);

}

}

foreach (TreeNode childNode in node.Nodes)

{

TreeController(childNode);

}

}

private void Check(string id, string num, TreeNode node) /\* - Производит проверку условий семантики.

- Переводит строку num в целое число numToInt.

- Если в идентификаторе (строка id) более трех букв 'a' и длина идентификатора меньше либо равна десятичному представлению числа numToInt:

- Окрашивает узел в дереве в красный цвет и выбрасывает исключение с соответствующим сообщением.

- Если в идентификаторе более трех букв 'a':

- Окрашивает узел в дереве в красный цвет и выбрасывает исключение с соответствующим сообщением.

- Если длина идентификатора меньше либо равна десятичному представлению числа numToInt:

- Окрашивает узел в дереве в красный цвет и выбрасывает исключение с соответствующим сообщением. \*/

{

int numToInt = Convert.ToInt32(num, 2);

if (id.Count(i => i == 'a') >= 3)

{

if (numToInt >= id.Length)

{

tree.SelectedNode = node;

tree.SelectedNode.BackColor = Color.Red;

tree.SelectedNode.ForeColor = Color.Black;

throw new Exception($"В идентификаторе {id} больше трех букв 'a'\nДлина идентификатора {id} меньше десятичного представления идентификатора <2>");

}

else {

tree.SelectedNode = node;

tree.SelectedNode.BackColor = Color.Red;

tree.SelectedNode.ForeColor = Color.Black;

throw new Exception($"В идентификаторе {id} больше трех букв 'a'");

}

}

else if (numToInt >= id.Length)

{

tree.SelectedNode = node;

tree.SelectedNode.BackColor = Color.Red;

tree.SelectedNode.ForeColor = Color.Black;

throw new Exception($"Длина идентификатора {id} меньше десятичного представления идентификатора <2>");

}

}

}

}

**Результат работы кода:**
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